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EXECUTIVE SUMMARY 

The Safety assUraNce fRamework for connected, automated mobIlity SystEms (SUNRISE) 

project aims to accelerate the safe deployment of Cooperative, Connected, and Automated 

Mobility (CCAM) technologies by developing and demonstrating a Safety Assurance 

Framework (SAF). The project addresses the challenges of safety assurance in CCAM 

systems by focusing on a mixture of physical and virtual testing, scenario databases, 

validation methods, and harmonisation of standards. 

This deliverable builds on the use cases presented and described in SUNRISE deliverable 

D7.1 [1] and on the current status of the SUNRISE SAF, which is being developed in parallel. 

The goal of the use cases is to design concrete SAF demonstrations by leveraging the 

methodologies and tools developed in WP2-WP6, aiming to validate and showcase the SAF 

and promote understanding and acceptance of SUNRISE's safety assurance of CCAM 

systems. To achieve this, the use cases cover a wide range of application areas, systems 

and driving situations (urban situations, highway driving, diverse weather conditions). 

The aim of WP7 is not to validate the CCAM systems of the use cases, but to demonstrate 

the SUNRISE SAF and validate its blocks from the user perspective. In this way possible 

errors, gaps and improvements to the underlying methods, tools and data developed in WP2-

WP6 can be found and addressed. 

This document focuses on two main things. The first part (chapter 2) briefly introduces the 

SAF and its components, as deliverable D2.3 ‘Final SUNRISE safety assurance framework’ 

with a detailed description of the framework will be published at the end of the project. It also 

defines the criteria according to which the validation of the individual blocks of the SAF will 

be carried out. It has to be noted that it will not be possible to fully validate the SAF within 

SUNRISE due to the limited number of use cases. The blocks that will be validated within the 

SUNRISE project are (see Figure 3) 

• Store 

• Federated Database Framework  

(Interface between the blocks “Store” and “Query & Concretise) 

• Query & Concretise 

• Allocate 

• Execute 

• Coverage 

• Test Evaluate 

• Decide 

This part also indicates which use cases will cover each of the blocks. 

The second part of this deliverable (chapter 3) then refers to the 8 use cases and describes 

their design and current development status. It looks at the current setup of the use cases and 
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the plans for virtual, XiL and proving ground testings. It also goes into more detail about which 

activities are planned in the individual SAF blocks in each of the use cases.  

The actual tests and the evaluation of the demonstration of the SAF will then be the content 

of the next deliverable D7.3. 
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1 INTRODUCTION 

1.1 SUNRISE project  

Safety assurance of Connected, Cooperative, and Automated Mobility (CCAM) systems is 

a crucial factor for their successful adoption in society, yet it remains a significant challenge. 

CCAM systems need to demonstrate reliability in all driving scenarios, requiring robust safety 

argumentation. It is already acknowledged that for higher levels of automation, the validation 

of these systems by means of real test-drives would be infeasible. In consequence, a carefully 

designed mixture of physical and virtual testing has emerged as a promising approach, with 

the virtual part bearing more significant weight in this mixture for cost efficiency reasons.  

Several worldwide initiatives have started to develop test and assessment methods for 

Automated Driving (AD) functions. These initiatives have already moved from conventional 

validation to a scenario-based approach and combine different test instances (physical and 

virtual testing) to avoid the million-mile issue. 

The initiatives mentioned above provide new approaches to CCAM validation, and many 

expert groups formed by different stakeholders are already working on CCAM systems’ testing 

and quality assurance. Nevertheless, the fact that there is a lack of a common European 

validation framework and homogeneity regarding validation procedures to ensure safety of 

these complex systems, hampers the safe and large-scale deployment of CCAM solutions. In 

this landscape, the role of standards is paramount in establishing common ground and 

providing technical guidance. However, standardising the whole pipeline of CCAM validation 

and assurance is in its infancy, as many of the standards are under development or have been 

very recently published and still need time to be synchronised and established as common 

practice. 

Scenario Databases (SCDBs) are another issue tackled by several initiatives and projects, 

that generally tends to silo solutions. A clear concrete approach should be used (at least at 

the European level), dealing with scenarios of any possible variations, including the creation, 

editing, parameterisation, storing, exporting, importing, etc. in a universally agreed manner. 

Furthermore, validation methods and testing procedures still lack appropriate safety 

assessment criteria to build a robust safety case. These must be set and be valid for the whole 

parameter space of scenarios. Another level of complexity is added, due to regional 

differences in traffic rules, signs, actors, and situations. 

Evolving from the achievements obtained in HEADSTART and taking other initiatives as a 

baseline, it becomes necessary to move to the next level in the concrete specification and 

demonstration of a commonly accepted Safety Assurance Framework (SAF) for the safety 

validation of CCAM systems, including a broad portfolio of Use Cases (UCs) and 

comprehensive test and validation tools. This will be done in SUNRISE, which stands for 

Safety assUraNce fRamework for connected, automated mobIlity SystEms. 
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The SAF is the main element to be developed in the SUNRISE project. As Figure 1 indicates, 

it takes a central role, fulfilling the needs of different automotive stakeholders that all have 

their own interests in using it. 

  

 
Figure 1: Safety Assurance Framework stakeholders 

  
The overall objective of the SUNRISE project is to accelerate the safe deployment of 

innovative CCAM technologies and systems for passengers and goods by creating 

demonstrable and positive impact towards safety, specifically the EU’s long-term goal of 

moving close to zero fatalities and serious injuries by 2050 (Vision Zero), and the resilience of 

(road) transport systems. The project aims to achieve this by creating and sharing a European 

federated database framework centralising detailed scenarios for testing of CCAM functions 

and systems in a multitude of relevant test cases, based on a harmonised simulation and test 

environment with standardised, open interfaces and quality-controlled data exchange. 

Following a common approach will be crucial for present and future activities regarding the 

testing and validation of CCAM systems, allowing to obtain results in a standardised way, to 

improve analysis and comparability, hence maximising the societal impact of the introduction 

of CCAM systems. 

Figure 2 shows the general workplan of the SUNRISE project. 
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Figure 2: Wokplan of the SUNRISE Project  

1.2 Purpose of the deliverable  

This deliverable is part of WP7 “Use cases and framework demonstration instances 

development”, which focuses on the definition, design, demonstration and validation of the 

specified use cases. This deliverable contains the results of T7.2 and will focus on the design 

of the demonstration instances of the SUNRISE SAF. The content is based on the work of 

the other technical work packages (WP2-WP6) and how to link the outcome of this work with 

the demonstrators of WP7. 

D7.2 should also enable T7.3 team members to fully develop and execute the UCs, targeting 

the validation of the SUNRISE SAF and its blocks from the user perspective, and addressing 

possible errors, gaps and improvements to the underlying methods, tools and data developed 

in WP2-WP6. 

This deliverable also describes the designs of the virtual, XiL-based and proving ground 

testing setups and which blocks of the SAF will be covered by the individual UCs. The UCs 

cover a wide range of application areas, Automated Driving Function (ADFs) and driving 

situations (urban situations, highway driving, diverse weather conditions). This will show that 

the SAF can be used for a wide range of ADFs, by covering different driving situations and 

environments. With this, the trust and acceptance of the wider public in the safety of CCAM 

systems should be increased. 

While the SAF will finally be used to assess the safety of a system under test (SUT), the 

SUNRISE use cases intend to validate the first prototype of the SAF (TRL level 6-7) instead. 

Therefore, it is necessary to know who will validate which SAF blocks and what are the criteria 

for a successful validation. It has to be noted that it will not be possible to fully validate the 

SAF within SUNRISE due to the limited number of use cases. The work in WP7 provides a 

starting point for the full validation of the SAF which is outside the scope of the SUNRISE 

project. 
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Figure 3 shows the blocks of the SUNRISE SAF that will be validated (indicated with red circles 

and squares).  

 
Figure 3: Draft version of the SUNRISE SAF. 

1.3 Intended audience 

This deliverable serves multiple stakeholders. One stakeholder is the SUNRISE project itself, 

as this deliverable presents the design of the demonstration instances of specified UCs that 

will demonstrate the functionalities and workflow of the SUNRISE SAF. Therefore, the content 

is of great importance for the follow up task T7.3 and the further work on the UCs. 

The deliverable is also of interest to all users of the SUNRISE SAF to get more insight into the 

SUNRISE SAF's validation activities. The report describes which blocks of the SAF will be 

validated by the individual UCs and how these blocks will be validated. 

1.4 Structure of the deliverable and its relation with other work 
packages/deliverables  

This deliverable serves as the connection between the definition of the UCs (see D7.1 “CCAM 

use cases validation requirements”) [1] and their demonstration (see D7.3 “Safety assurance 

framework demonstration instances”).  

The content of this deliverable is divided into the following chapters:  

Chapter 2 gives an introduction into the current version of the SAF with all its blocks and a 

short description of them. It is not expected that the SAF will change drastically till the end of 

the project. However, the full description of the SAF will be published at the end of the project 

in D2.3 “Final SUNRISE safety assurance framework”. This chapter also gives an overview of 

the blocks that each of the UCs will validate and the definition of when a certain block of the 

SAF can be considered as validated.    
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Chapter 3 is focused on the individual UCs. It explains the designs of the virtual, XiL-based 

and proving ground testing setups and the plans for validation of the individual blocks of the 

SAF. In addition, deviations from the UC descriptions from D7.1 [1] will be addressed. These 

deviations are necessary because a partner that was involved in several UCs left the 

consortium. 

 

  



 

D7.2_Safety-assurance-framework-demonstration-instances-design | 21 

2 VALIDATION OF THE SAFETY ASSURANCE 

FRAMEWORK 

The definition of the SUNRISE SAF started at the beginning of the SUNRISE project. Several 

existing methodologies, frameworks and initiatives were analysed and a draft version of the 

SAF was developed. This deliverable will talk about a “draft” version since this deliverable will 

be submitted before D2.3 “Final SUNRISE safety assurance framework” and there is a 

possibility that certain aspects of the SAF will change in the last year of the project. 

2.1 Overview of the SAF 

Building on the UNECE NATM (New Assessment/Test Method for Automated Driving), the 

SUNRISE SAF (see Figure 3) includes performance assurance, audits, and in-service 

monitoring and reporting (ISMR). Performance assurance evaluates systems based on their 

operational design domain (ODD) and behavioural capabilities, while audits ensure that 

development and testing processes and tools are adequate. ISMR focuses on identifying 

additional edge cases and providing feedback to improve performance assurance. This 

document explores use cases that demonstrate the performance assurance workflow, which 

consists of three main components: scenario, execute, and analyse. The scenario 

component involves creating, formatting, and storing scenarios in databases using 

knowledge-based or data-driven approaches. These scenarios are structured across four 

levels of abstraction - functional, abstract, logical, and concrete - to address the needs of 

different stakeholders, with common formats like ASAM OpenX. During the execute block, 

scenarios are made executable through querying and concretising and aligned with test 

objectives. They are then allocated to suitable test environments, ranging from virtual 

simulations to real-world testing, where they are executed. The analysis block includes three 

crucial processes: coverage analysis, test evaluation and decide. Coverage analysis 

checks whether the scenarios adequately explore the ODD, in parallel test evaluation 

determines if the system meets specific safety criteria during each test. The results of these 

analyses are used to inform the decide block process and iteratively refine scenario 

parameters, leading to a comprehensive safety assessment outcome, if not reached the first 

time. This workflow ensures a thorough and adaptable system safety evaluation across 

various testing environments and for different stakeholder needs.  

2.1.1 Scenario 

In the “Scenario” component, three distinct steps are involved: Scenario Creation, Scenario 

Formatting, and Scenario Storage on a platform from which the scenarios can be accessed.  

Create 

Scenario creation takes place in individual SCDBs, the creation of these scenarios is not 

detailed as part of the SAF framework presented in SUNRISE and will not be considered in 

the validation efforts defined, however from a safety assurance point of view, the scenario 

creation process is still an integral component. 
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Format 

Scenario formatting is a primary concern of the individual SCBDs. How a scenario is natively 

formatted within the SCDBs is outside of the validation efforts which accompany the SAF.   

However, there are requirements towards the scenario format which have been identified in 

D5.1 [2], should the SCDBs to be connected to the federated layer. A few general reflections 

on the scenario format based on the D5.1 [2] progress are that for interaction with the 

federated layer (which is validated in the SUNRISE SAF): scenarios need to be in a common 

format. 

Store 

The SUNRISE data framework (DF), which in this current version of the SAF is the interface 

between this block and the “Query & Concretise” block will query to individual SCDBs, and 

SCDBs will return the scenarios adhering to the identified requirements. The format of the DF 

and the requirements specifications for scenario queries are under development at this stage 

of the SUNRISE project and will be described in the deliverable D6.3. 

2.1.2 Execute 

The “Execute” component encompasses Querying and Concretising Test Scenarios, 

Allocation of scenarios to different forms of testing, and finally test Execution. 

Query & Concretise 

There are two main aspects of this block: the retrieval of the scenarios returned from the 

SUNRISE federated layer, combined with the testing objectives and other external 

requirements to create individual test cases.  If scenarios are returned at the logical level (i.e., 

parameters are described in ranges), the block creates concrete scenarios with concrete 

parameter values, and then combine the concrete test scenarios with further test objectives. 

The exact form of these objectives for which validation will occur has not been identified yet. 

Allocate 

The development of a methodology for allocation within the Execute block of the SAF is under 

development currently. This block will oversee the distribution of scenarios to each execution 

environment (from pure simulation to real-world trials). The functional aspect of this block is 

currently being developed in T3.4 & T3.5.  

Execute 

This block includes the actual execution of the concrete test scenario within an allocated test 

environment.  

The execute block is essentially an "external" component. It relies on established simulation 

systems and physical testing methods already implemented in the vehicle dynamics 

community. The SAF is not responsible for defining, developing, or validating these simulation 

systems or testing tools. At the SAF level, we can check if a particular concrete scenario has 
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failed or produced results that seem anomalous, such as those falling outside of expected 

distributions. 

2.1.3 Analyse 

In the “Analyse” component, the results of executed test cases are evaluated through 

Coverage, Test Evaluate and Decide. 

Coverage 

Coverage analysis involves assessing the results of the test cases against coverage goals at 

both the test suite and logical scenario levels to determine the need for additional testing. It 

aims to determine the coverage of the test results; it will receive any relevant requirements 

from the input layer. One example of such coverage could be the coverage of the logical 

parameter ranges by the individual concrete parameter values. The outcome of the coverage 

analysis will become one of the inputs into the system decide block. 

Test Evaluate 

Test Evaluation consists of collecting the individual test outputs and organizing them for a 

global assessment (e.g., finding critical and successful logical scenario sub-regions, 

distributions of results and anomalies). The test evaluation block will receive input from the 

input layer on the external requirements, as well as the test objectives flown down from the 

“Execute” main block, carried by the test case. In addition, the in-service monitoring and 

reporting block can also further feedback to this block on any newly identified evaluation 

criteria. The details of this evaluation are yet to be established at this stage of the SUNRISE 

project. 

Decide 

The Decide block assesses the overall system safety based on a collection of test cases 

(which are representative of the ODD for the SUT evaluation). The system “Decide” block will 

then take the inputs from both the coverage analysis block and the “Test evaluation” block to 

determine the final system evaluation outcome of the test. The detailed inner workings of this 

block will be determined further during future discussions within the SUNRISE project. 

2.2 Criteria for validation of the SAF 

The main goal of the SUNRISE UCs is the validation of the SUNRISE SAF (see Figure 3). 

and its blocks from the user perspective, by addressing possible errors, gaps and 

improvements to the underlying methods, tools and data developed in WP2-WP6. To correctly 

check the operation of each block, criteria have been defined that must be fulfilled for a block 

to be called validated. Please consider that the validation of each block might depend on the 

validation of its prior blocks (e.g., failed validation of the “Execute” block might be caused by 

incomplete data from the “Query & Concretise” block or the wrong allocated test instance from 

“Allocate” block). 
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It has to be noted that the first two blocks “Create” and “Format” are not a focus of the 

SUNRISE project and will not be validated by the UCs. 

The SAF blocks validation criteria are as follows: 

SUNRISE DF (Interface between “Store” and “Query & Concretise”) 

The SUNRISE DF is not a dedicated block of the SAF, but it is still important to validate it. This 

interface consists of two steps or two directions. The first one is the provision of the scenario 

query from the "Query & Concretise" block to the Data Framework (DF) (formats and 

definitions must match according to format and content for query in Deliverable D5.2) and the 

second step is the export of logical scenarios from the DF and its connected SCDBs based 

on the provided query and the provision of those to the “Query and Concretise” block. The 

exported logical scenarios must be in a format suitable to generate concrete scenarios based 

on the parameters, the given ranges or distributions. Also, the exported logical scenarios must 

match the requirements provided by the query information. 

To validate the DF the following requirements must be fulfilled: 

• The user has to be authorised for at least one connected scenario database (SCDB) 

of the SUNRISE DF and for the DF itself. 

• The connected SCDBs mentioned above must contain some scenarios that shall be 

queried (more information on metrics for the quality of SCDBs will be in the upcoming 

Deliverable D5.3). The definitions in the query and the DF must align since a common 

understanding of scenarios or parameters is crucial for a successful query (see 

Deliverable D3.2 [3] chapter 4 ”Requirements for scenario concept”).  

• The DF provides the expected logical scenarios with parameters and ranges or 

distributions  

o matching the query data and 

o in the expected format (scenario data formats are treated in section 2.6 “Data 

format” in Deliverable D6.1 [4]) 

to be able to generate concrete scenarios. 

 

Query & Concretise: 

This block must provide the concrete scenarios necessary to execute tests and collect data 

for evaluation. The concretisation step shall follow the methodology from the upcoming 

Deliverable D3.4. 

For each test in the batch, the Query & Concretise block must provide:  

Query data: Queries should retrieve data according to the format and content outlined in D5.2 

for the “Store” block, following the process defined in sections 3.2.2 and 3.2.3 of D6.1 [4].  

Validation Criteria: 
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• Confirm that queried data aligns with the ontology structure and formats specified in 

D5.2. 

• Ensure the returned data accurately contains all information requested in the query, 

with no omissions. 

• Ensure that running the same query with identical parameters produces consistent 

results across multiple executions. This can be checked by repeatedly running sample 

queries to confirm reproducibility. 

• Test the system’s performance when handling an increasing number of queries and 

larger datasets. This can involve load testing or benchmarking under varying data 

volumes and processing loads. 

• Introduce queries with unexpected or invalid input parameters (e.g., out-of-range 

values or malformed queries) and verify that the system handles these correctly. 

Concrete scenarios: Scenarios should provide test parameters that reflect parameter 

distributions or defined boundaries, according to the query criteria. 

Validation Criteria: 

• Verify that each concrete scenario adheres to the logical scenario definition generated 

by the query. 

• Check that each scenario’s data is complete, accurate and without missing or 

corrupted information. 

• If parameter distributions are used, confirm that sampled scenarios follow these 

distributions accurately. 

• Conduct sensitivity analysis to determine the impact of variations in each parameter 

on the scenario outcome. This could involve altering parameters within a range and 

evaluating how significantly the scenario changes. 

• For scenarios with multiple parameters that may interact or depend on each other (e.g., 

speed and distance), ensure that parameter values are correlated appropriately. 

• Confirm that all concrete scenarios and associated data are version-controlled, with 

clear traceability for scenarios derived from earlier steps or iterations. 

Behaviour Specification: Defines the behaviours of test participants, including the ego 

vehicle and other agents, specifying actions, triggers, and available communication or data 

(e.g., deceleration, lane changes, or turns). 

Validation Criteria: 

Check that all specified behaviours conform to the ontology structure defined in D5.2. 



 

D7.2_Safety-assurance-framework-demonstration-instances-design | 26 

The goal of scenario concretisation is to provide a list of tests that has to be: 

Efficiency: Test coverage should prioritize the regions of interest, avoiding excessive density 

outside these areas or uniform sampling when unnecessary. 

Validation Criteria: 

• Define a minimum rate of change in evaluation metrics between sampling points based 

on evaluation criteria and sampling methodology and validate that this rate of change 

is not violated. 

• For iterative scenario concretisation approaches validate that the concretisation 

maintains or increases coverage in regions of interest without violating the minimum 

rate of change. 

Completeness: Ensure sample point coverage is comprehensive, leaving no significant gaps 

in regions of interest or across the entire space if uniform sampling is used. 

Validation Criteria: 

Establish a maximum rate of change in evaluation metrics between sampling points to avoid 

under-representation and validate that this rate of change is not violated. 

To validate this block, ensure that all outlined criteria are met. Additionally, assess the overall 

efficiency by comparing the number of generated tests against the SAF requirements. This 

comparison should factor in the available resources, aiming for a balance that minimizes test 

volume while maximizing coverage and relevance. 

Allocate: 

The allocation should be done by using the process (section 4.5 “Decision making for test 

case allocation to test instances”) and metrics (section 4.3 “Metrics for comparison of test case 

requirements to test instance capabilities” and section 4.4 “Metrics for decision making”) of 

D3.3 “Report on the Initial Allocation of Scenarios to Test Instances” [5]. Hence the block 

should focus on the “virtual simulations first” approach. This block can only be validated in 

combination with the following “Execute” block since the allocation process described in 

section 4.5 of Deliverable D3.3 [5] needs the results for scenario plausibility. The same holds 

for the validation process described in the upcoming Deliverable D3.5 for a potential 

reallocation. Additionally, both allocation processes in section 4.5 of Deliverable D3.3 [5] and 

upcoming Deliverable D3.5 are based on test case requirements which are derived from the 

test case and therefore the concrete scenario as a substantial part of it which is provided by 

the "Query & Concretise" block. 

Validate this block of the SAF as follows: 

• Estimate the metrics (sections 4.3 and 4.4) values according to the allocation process 

(section 4.5) proposed by the SAF in D3.3 [5]. 
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• Evaluate whether the allocation indicated test instances of higher fidelity than 

necessary. 

• Evaluate whether the allocation missed test instances of higher fidelity which would be 

needed for a potential re-allocation, especially physical tests. 

• Since, D3.5 describes the process for re-allocation which includes the validation of the 

test case the following depends on the validation of the “Test Evaluate” block, 

which means if the test case can be evaluated. Evaluate the test case after execution) 

and check whether the test case happened as intended by making use of the intended 

behaviours (e.g., lane changes, turning at junctions, decelerations, communication or 

conflicts) from the “Query and Concretise” block. Missing data as a reason not to be 

able to evaluate the test case is covered by the validation of the “Query and 

Concretise” block. If the test case has not happened as intended or if the fidelity of 

the result does not match the expectations from initial allocation the process for re-

allocation from D3.5 must be validated as part of the Allocate block. This means to 

follow the process for re-allocation from upcoming D3.5 and to repeat the upper steps. 

Execute: 

The test execution might happen in virtual, hybrid or real-world depending on the test instance 

allocated by the “Allocate” block. Some exemplary virtual simulation frameworks as well as 

the proposed harmonised V&V simulation framework can be found in Deliverable D4.4 [6].  

To validate the “Execute” block the test case and therefore the test run must be prepared (e.g., 

models, toolchain, measurement equipment, vehicle, staff). After the test execution, this block 

of the SAF is validated by the following sanity checks: 

• The test run has been prepared, executed and generated log and result data. The 

result data contains all the information needed for the calculation of all the metrics in 

the “Test Evaluate" block. 

• Check whether log data reveal any potential errors that occurred during test 

preparation or execution (sanity check). 

• Check whether the result data contains all the information needed for the calculation 

of the metrics in the “Test Evaluate" block and metrics for test case validation 

according to upcoming Deliverable D3.5. See also the last validation criteria of the 

“Allocate” block to validate the re-allocation process. 

More detailed information on validation of virtual simulation frameworks will be found in 

upcoming Deliverable D4.5 and of hybrid or proving ground testing in upcoming Deliverable 

D4.6. 

Due to human errors (e.g., bugs in simulation including models) or hardware (e.g., needed 

voltage not achieved), it might be the case that no log or result data is available. Therefore, 

ensure the correct implementation of the test case (including the scan for errors in log files if 
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available) and the correct test execution first (e.g., review of written protocols if applicable), 

before drawing any conclusion on the validation result of the “Execute” block. 

Coverage: 

The “Coverage” block must provide information on the coverage of the sample points and 

regions compared to the whole scenario/ODD parameter space. The coverage grading must 

be related to the ODD or query criteria derived from it which indicate the parameter space. 

Finally, for a potential feedback loop from Analyse blocks to “Query & Concretise" block if the 

coverage is not sufficient, information about gaps in parameter space must be provided as 

well as of single sample points or clusters regarding potential regions of interest (e.g., edge 

cases of region of interest as will be described in upcoming Deliverable D3.4). Independent of 

the coverage, outlier information should be provided within the feedback loop for a potential 

resampling. 

To validate the “Coverage” block the criteria are as follows: 

• Compare the coverage of known parameter spaces (fixing most of the parameters) to 

the result of the “Coverage" block. Apply additional sanity checks by adding artificial 

gaps to parameter space for lower coverage and increasing the density of sample 

points for higher coverage. Metrics for coverage grading will be found in the upcoming 

D5.3 (see scenario coverage and completeness of data). 

• Change results of single sample points for outlier detection and check whether 

appropriate feedback to the outliers was provided. 

• Define region(s) of interest with lower density compared to other regions and check 

whether the right feedback was provided to achieve higher sampling density in the 

according regions. 

Test Evaluate: 

The “Test Evaluate" block has two main objectives, the first and most important one is the 

evaluation of the safety performance of the SUT for a single test case. Second, the block must 

provide information on the validity of the test run. Therefore, the following criteria need to be 

checked: 

• Check all state-of-the-art safety related metrics (such as THW, TTC, distances, 

collisions or overlapping boundary box areas, accelerations) for applicability and check 

whether a plausible conclusion on the safety performance of the SUT for the single 

test case can be derived. 

• Check whether the intended behaviours (e.g., lane changes, turning at junctions, 

decelerations, communication or conflicts) were observed and therefore the metrics to 

validate the test run derived from the test case requirements (see upcoming 

Deliverable D3.5) can be calculated. 

Decide: 
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The “Decide” block must provide the safety evidence of the SUT based on the provided 

coverage information coming from the “Coverage" block and test evaluation results coming 

from “Test Evaluate" block. Therefore, the guidelines in the upcoming Deliverable D2.3 need 

to be followed and checked for applicability and feasibility. The metrics in upcoming D2.3 need 

to be applied and it must be checked if safety evidence of the SUT can be derived based on 

the test evaluation results and coverage analysis. An additional validation step but not in 

the scope of SUNRISE might be to check whether the conclusion on the safety performance 

of the SUT contradicts the outcome of other state-of-the-art safety assessment frameworks, 

ISO standards (such as ISO26262 or ISO21448) or regulations (UN R157 - ALKS). More 

precise validation criteria cannot be provided at this stage due to the early stage of the 

"Decide" block and the upcoming Deliverable D2.3. 

2.3 Covered SAF blocks by use cases 

The table below gives an overview of which of the SAF blocks will be covered by the activities 

of each use case. Details on the design and validation plans of each Use Case are described 

in chapter 3. 

Table 1: Overview of the planned validation activities per use case 

 UC1.1 UC1.2 UC1.3 UC2.1 UC3.1 UC3.2 UC4.1 UC4.2 

SUNRISE DF    x x x   

Query & 

Concretise 

x x x x x x x x 

Allocate x x x x x x x  

Execute x x x x x x x x 

Test 

Evaluate 

x x x x x x x x 

Coverage  x x  x x   

Decide x x x x x x x  
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3 USE CASE DEMONSTRATION DESIGN 

This chapter takes a look at each of the eight sub use cases (Table 2). It gives an overview of 

the design of the use cases and the plans to validate the different blocks of the SUNRISE 

SAF. 

Table 2: Overview of the SUNRISE use cases 

UC Nr. Name Partners 

UC1 Urban AD validation 

UC1.1 Perception testing CAF, IFAG, RSA, CVC, VIF, 

RESA, SISW 

UC1.2 Connected perception testing VED, UNITN, ika 

UC1.3 Cooperative perception testing ICCS, VED 

UC2 Traffic jam AD validation 

UC2.1 Safety assessment & decision making AVL, AVL TR, CAF, AVL HU, 

TNO, (UoW), BASt 

UC3 Highway AD validation  

UC3.1 Map based perception & decision making IDI, IDI DE, CRF, 

UNITN, UoW, ika 

UC3.2 Cooperative perception & decision making & 

control 

IDI, IDI DE, CRF, 

UNITN, UoW, ika 

UC4 Freight vehicle automated parking validation 

UC4.1 Truck low-speed perception & decision making RISE, CHAL 

UC4.2 Truck low-speed connected perception cyber-

security 

ICCS, RISE 

 

3.1 Use case 1.1: Urban AD validation – Perception testing 

In Use Case 1.1, the SUNRISE SAF is tested for perception systems in urban environments. 

The aim here is to test those systems in complex urban intersections/scenarios and adverse 

weather conditions.  There are camera-based, LiDAR-based and radar-based perception 

systems.  
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There are six behaviours defined for UC1.1: Car-following, outdoor parking with other vehicles 

entering or leaving parking spots, obstacle avoidance due to construction work, pedestrian 

and bicycles, and mainly urban intersections like roundabouts and right/left turn junctions. All 

of them with day/night conditions and/or adverse weather conditions like fog, rain and others. 

For more information about this and other use cases see the SUNRISE deliverable D7.1 

“CCAM use cases validation requirements” [1]. 

 

3.1.1 Setup 

3.1.1.1 Virtual testing 

Several partners provide their own simulation frameworks that will focus on different parts of 

the urban perception use case. 

Infineon (IFAG) is dedicated to conducting radar-based perception tests in urban 

environments. To ensure a comprehensive approach, the project will draw upon the ODD 

definition, high-level validation requirements, KPIs, and metrics for assessment as outlined in 

WP7 Task 7.1. This will provide a solid foundation for evaluating the performance of ADS-

equipped vehicles in complex urban scenarios. Furthermore, the testing scenarios will be 

informed by the Euro NCAP protocols, specifically the right turn scenario as described in the 

Euro NCAP test protocol for Autonomous Emergency Braking (AEB) / Lane Support System 

(LSS) Vulnerable Road User (VRU) systems [7]. This protocol has been developed to assess 

the capabilities of advanced driver-assistance systems, and its inclusion in this project will 

help to ensure that the testing is both rigorous and relevant. More specifically, the focus will 

be on three distinct scenarios: (i) Car-to-Pedestrian Farside Adult (see Figure 4), (ii) Car-to-

Pedestrian Nearside Adult (see Figure 5), and (iii) Car-to-Pedestrian Turning Adult 4 (see 

Figure 6), each of which presents unique challenges and opportunities for validation in urban 

environments. By concentrating on these scenarios, the aim is to gain a deeper understanding 

of how ADS-equipped vehicles interact with vulnerable road users, such as pedestrians, in a 

variety of situations. 

 

 

Figure 4: Car-to-Pedestrian Farside Adult [7] 
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Figure 5: Car-to-Pedestrian Nearside Adult [7] 

 

Figure 6: Car-to-Pedestrian Turning Adult 4 [7] 

The simulation framework, as specified in WP4 Task 4.4, serves as the foundation for 

conducting virtual tests, providing a robust and reliable platform for validating the safety of 

ADS-equipped vehicles. This comprehensive framework is comprised of two primary 

components: a high-fidelity radar sensor model, and the environment model. This environment 

model, for this specific realization of the framework, includes the vehicle dynamics, a 

rudimentary driving function, and a scenario engine. These components work in tandem to 

create a realistic, relevant and valid simulation environment, allowing for the testing of various 

scenarios and use cases in a controlled and repeatable manner and can be seen in Figure 7. 

Notably, the two main subsystems of the simulation framework (the radar sensor model and 

the environment model) have undergone rigorous verification and validation during WP4 Task 

4.5. This involved a series of focused activities, including the validation of the radar sensor 

model behaviour accurately reflected real-world performance. Additionally, the validation of 
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environment-radar sensor interactions was conducted to guarantee that the simulation 

framework correctly captured the complex relationships between the radar sensor and the 

surrounding environment. Furthermore, the model correlation of raw data was performed to 

verify that the simulation framework could accurately process and interpret raw sensor data. 

Through these efforts, the simulation framework has been thoroughly tested and refined, 

ensuring that it provides an accurate and trustworthy basis for virtual testing and evaluation, 

and ultimately supporting the development of more advanced and reliable ADS. 

 

Figure 7: IFAG simulation framework 

The demonstration instance is specifically designed to highlight the impact of several critical 

physical sensor effects and phenomena on the performance of ADS-equipped vehicles and 

can be seen in Figure 7. As outlined in detail in WP4 Task 4.5, these effects include phase 

noise, which can introduce random fluctuations in the radar signal, compromising its accuracy 

and reliability. Another key phenomenon is mixer non-linearity, particularly third-order 

intermodulation, which can lead to the generation of spurious signals that can interfere with 

the radar's ability to accurately detect and track targets. Furthermore, the demonstration 

instance will also focus on the effects of interference from other RADAR sensors, which can 

be a significant issue in complex urban environments where multiple radar systems may be 

operating simultaneously. Finally, the instance will examine the impact of phase drift of 

transmitter (TX) and receiver (RX) channels, which can cause the radar signal to become 

desynchronized, leading to errors in target detection and tracking. With the inclusion of these 

physical sensor effects and phenomena, this demonstration instance - which provides a 

deeper understanding of the challenges and limitations of radar-based perception systems in 

ADS-equipped vehicles operating in complex urban environments - is able to act as relevant 

test method to allocate the scenarios to. 
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Figure 8: Exemplarily demonstration instance (Euro NCAP scenario: Car-to-Pedestrian Farside Adult). 

 

Virtual Vehicle (VIF) will focus on left turn and right turn junction scenarios (see Figure 9 and 

Figure 10). 

 

Figure 9: Right turn junction scenarios 

 

 

Figure 10: Left turn junction scenarios 

All those scenarios will be simulated using a medium fidelity lidar model for the perception. 

The input and output of the sensor model is an object list defined by the ASAM OSI standard 
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[8]. The model has been developed by VIF. The structure of the model can be seen in Figure 

11. 

 

Figure 11: Structure of the sensor model used in the VIF simulation framework 

The first part of the structure is a FoV (Field of View) and Occlusion check. That part is a basic 

check if an object is within the parameters of the sensor concerning the range and angle. The 

occlusion filter determines if an object is occluded by any other object. 

The 2nd part is the ray casting model which uses a well-known principle to determine whether 

a ray hits a surface and in which angle. Figure 12 shows an example of that. 

 

Figure 12: Ray casting model used in the VIF sensor model. 

The last part is the reflectance and detection probability calculation. Lidar can measure the 

strength of a returning signal and use this data to determine the spectral reflectance of the 

surface it has just encountered. Reflectance is an angle-dependent physical property of the 

surface material. Whether Lidar can detect a hit largely depends on the distance and angle of 

the object, as highly reflective surfaces are detectable from much farther away than low-

reflective ones. This model utilizes a material database to gather surface reflectance 
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information based on the angle and determine if the surface would be detected by Lidar, 

depending on its distance (refer to the Concept of detection calculation).  

Based on the harmonised V&V simulation framework from SUNRISE Deliverable D4.4 [6], ViF 

has implemented the framework in Model.CONNECT to execute the scenario simulations. 

Figure 13 shows the simulation topology and Figure 14 the parameters for the sensor model 

which is compiled as FMU 2.0.  

 

Figure 13: VIF simulation framework implemented in Model.CONNECT  

 

 

Figure 14: Parametrization Lidar modell 
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ViF uses an internally developed python module called RoMAPaC for the AD-Function and 

esmini as environment and traffic simulation. In order to control the ego vehicle by RoMPaC 

and not by esmini an external controller has to be assigned to the ego vehicle in the 

OpenScenario file. Thus, only the initial position of the ego vehicle is defined but not the 

desired route. For that reason, the OpenDrive file of the scenario has to be loaded in an 

OpenDrive viewer. The user has to define the desired route for the Ego Vehicle by the road 

and lane ID’s.  RoMPaC calculates with that information the line for the Ego Vehicle 

Figure 15 shows the result of the simulation. The vehicle in the middle is controlled by 

RomPAC following the pre-defined Road IDs, the other car on the right is controlled by esmini. 

A simple route from left to right has been defined in the OpenScenario file for that example.  

 

Figure 15: Example simulation of the VIF simulation framework with the graphical output of esmini. 

CVC will be responsible for conducting virtual testing of camera systems in Use Case 1.1 

(UC1.1). These tests will be carried out using the CARLA driving simulator and a collection of 

photorealistic images, as detailed in SUNRISE deliverable D7.1 [1]. Both tools will exclusively 

focus on the use of cameras. 

The scenarios used in CARLA will be provided in OpenScenario 2.0 format, encompassing 

various situations such as roundabouts, object avoidance, and turns. Scenarios will be loaded 

either from public CARLA maps or via OpenDrive files to generate the road infrastructure. It is 

important to note that the environmental quality of scenarios created using OpenDrive files 

may be lower than that of default CARLA maps. These files will serve as inputs to define the 

agent’s behaviour and the scenario environment for ScenarioRunner, which will be employed 

to execute the driving agent in each test scenario. 

The driving agent will have the option to utilize either privileged information or perception 

models to perceive its environment. When privileged information is used, perception errors 

derived from the photorealistic data will be introduced to the agent, allowing for the evaluation 
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of the driving performance based on the perception errors. In contrast, when using perception 

models within CARLA, the photorealistic data will not be applied. 

SUNRISE deliverable D4.3 [9] specifies the subsystems and which CARLA tool is responsible 

for each subsystem involved in running the testing scenario. 

Upon completion of the evaluation, a summary will be provided, outlining the success of the 

test and any errors encountered during the driving process. These errors may include 

collisions with objects or violations of traffic laws. The driving performance scores will be used 

to assess whether perception errors contribute to driving issues. Additionally, perception 

metrics will be provided for the perception models, covering aspects such as object detection 

accuracy and semantic errors. 

CAF uses a SUNRISE-inspired simulation system that can generate specific urban scenarios 

taking as input logical ones, which specify the general features of what shall be simulated, 

such as how many road users will take part in the scenario, which manoeuvres are to be done 

by them, etc. Then, we can choose between a distribution-based sampling or a semi-random 

Latin Hypercube (whose output is constrained to avoid unrealistic scenarios, such as vehicles 

that overlap in the initial conditions). Details of CAF’s choices for sampling methods were 

shared with the rest of SUNRISE partners, specifically within the context of task T3.3. After 

running each of the generated scenarios, a criticality metric is calculated, based on speeds, 

distances between vehicles, etc. This helps us detect the most dangerous situations, which 

may require more analysis or even additional sampling around their initial conditions to 

validate the dangerous situations as thoroughly as possible or to detect issues within either 

the system under test or the simulation itself. CAF’s simulation framework is built upon 

CARLA, so this can be done in all the scenarios that appear in CARLA’s maps, which include 

a series of urban environments. CAF will not validate any part of the SAF on its own but rather 

support other partners to help them do so. 

3.1.1.2 Proving ground testing 

RESA is providing an autonomous driving prototype equipped with a LiDAR-based perception 

system. Proving ground mimicking an urban area with roundabouts, parking, and junctions is 

in Renault’s facilities in Valladolid (Spain). The vehicle’s equipment and area of operation 

details are in SUNRISE deliverable D7.1 [1].  

This proving ground will be only used by the prototype and other agents needed to test the 

different scenarios (one extra pedestrian or vehicle). A safety driver will be on-board for safety 

reasons, taking over control of the vehicle if something fails. While the goal of the 

demonstration is the validation of the SAF blocks, the aim of the test is to test the perception 

system, but the vehicle will be equipped with a full autonomous driving pipeline, providing AD 

Level 4 capabilities.  

The autonomous driving prototype is equipped with GPS and IMU, as well as other agents are 

equipped with GPS, to obtain precise positions of ego and other vehicles, evaluating the 

performance of the corresponding perception system when detecting other vehicles and 

pedestrians.  
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In addition to RESA physical testing will be performed by ika in this Use Case. For this physical 

testing ika will provide an autonomous vehicle using ika’s autonomous driving software stack. 

The testing itself will be performed at the Aldenhoven Testing Center. Here, an urban setting 

is available to test the use case at an intersection with traffic lights as specified in SUNRISE 

deliverable D7.1 [1]. 

3.1.2 Covered aspects of the SAF 

The table below shows the contributions to the SAF block validation per partner for UC1.1. 

Table 3: Contributions to the SAF validation per Partner in UC1.1 

Partner/ Block CVC IFAG RESA/RSA SISW VIF 

SUNRISE DF      

Query & 

Concretise 

x x x x x 

Allocate x x x x x 

Execute x x x x x 

Test Evaluate x  x   

Coverage      

Decide  x x x  

 

Query & Concretise 

CVC: CVC will create the scenarios defined in D7.1 [1] in CARLA with different 

parametrization. The method described in D3.4 will be used to create and sample the 

scenarios. 

IFAG: IFAG will use a knowledge-based approach to creating test cases (Euro NCAP 

scenarios, which are based on expert knowledge and represent an important aspect to 

consider for supporting ADS validation). This approach enables IFAG to demonstrate the 

capability of handling knowledge-driven scenarios as well, addressing the needs of many 

vehicle safety bodies, especially for urban-based environments. This approach actively 

supports the validation of this SAF block.  

RESA/RSA: RESA will use a sampling method described in D3.4 to create test cases related 

to the scenarios defined in D7.1 [1]. RESA will check that the resulting test parameters, 
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behaviours of the other participants and quantities to be measured are aligned with the 

provided ODD, external requirements and test objectives. RESA will also check that there is 

not any missing critical scenario. 

SISW: Siemens will use two of the test cases that are defined by VIF and utilize same 

sampling method defined in D3.4 for parametrization. 

VIF: VIF will use a sampling method described in D3.4 to create test cases that can be 

allocated in the following block. 

Allocate 

CVC: CVC only will use virtual testing using CARLA. The process described in D3.3 [5] for the 

initial allocation will be used. 

IFAG: IFAG will contribute to the “Allocate” block of the SAF by using the initial allocation 

process (D3.3 [5]). Since IFAG uses only virtual testing in this use case the allocation process 

will not be used to distribute test cases between different test instances but to verify that a test 

case can be allocated to the available test instance. Furthermore, since IFAG uses 

knowledge-driven scenarios (Euro NCAP, see entry above), this enables to demonstrate that 

the allocation block of the SAF is able to handle these types of scenarios as well. 

RESA/RSA: RESA will contribute to the “Allocate” block of the SAF by using the initial 

allocation process (D3.3 [5]). As RESA only uses proving-ground testing in this use case the 

allocation process will not be used to distribute test cases between different test instances but 

to verify that a test case can be allocated to the available test instances. 

SISW: Siemens plans to only use virtual testing in this use case with Simcenter Prescan. 

Therefore, the allocation process will be used not to distribute test cases across different tests 

but to confirm that each test can be assigned to an available test instance. 

VIF:  ViF will use the initial allocation process described in D3.3 [5]. Since VIF uses only virtual 

testing in this use case the allocation process will not be used to distribute test cases between 

different test instances but to verify that a test case can be allocated to the available test 

instance.  

Execute 

CVC: CVC will use the framework specified in D4.4 [6] using CARLA for camera sensors. 

IFAG:  IFAG will contribute to the execution block of the SAF by preparing the execution of 

the allocated test cases. The actual execution will be done using the described virtual testing 

setup which eventually enables to demonstrate that the execution block of the SAF is able to 

handle EuroNCAP scenarios as well. 

RESA/RSA: RESA will prepare the execution of the allocated test cases on the AD prototype.  

This proves if all tests could be executed and if the needed signals can be obtained for further 

test evaluation. 
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SISW: Siemens plans to execute allocated test cases on its slightly modified V&V virtual 

simulation framework defined in D4.4 [6]. The additional changes include a perception pipeline 

to meet test case requirements. 

VIF: VIF will prepare the execution of the allocated test cases. The execution will be done by 

using a customised version of the harmonised V&V simulation framework described in D4.4 

[6]. 

Test Evaluate  

CVC: As all the testing scenarios are done virtually, we will use a collision and route 

completion metric to decide the pass/fail criteria of the scenarios. Other metrics provided by 

the SAF can be computed to compare. 

RESA/RSA: RESA will review the evaluation process based on the obtained parameters on 

the vehicle and receive input from the external requirements. In this use case, a good metric 

for analysing a perception system could be if a specific obstacle has been properly 

classified/detected and if the distance/ speed to the obstacle is also correct.  

Decide 

IFAG: IFAG will contribute to the Decide block of the SAF by ensuring that the pass/fail criteria 

of this block include the criteria from EuroNCAP, demonstrating that this block of capable of 

handling these types of scenarios as well. 

RESA/RSA: RESA will evaluate if at that stage there is all the needed information from the 

“Coverage” and “Test evaluate” blocks to determine if the perception system is safe or not. 

Those metrics could be accuracy/ precision/ recall and average tracking errors.  

SISW: Following the execution of virtual test cases, some metrics such as collision or time-to-

collision will be used to evaluate the severity of scenarios and group them as safe or unsafe. 

Additionally, unsafe scenarios may be categorized under failed SAF subsystem, including 

perception or control blocks. 

3.2 Use case 1.2: Urban AD validation – Connected 
perception testing 

In Use Case 1.2, the SUNRISE SAF is tested for cooperative perception and decision-making 

in urban intersection scenarios. The system under test is a cooperative Adaptive Cruise 

Control (ACC) that is expected to improve with enhanced perception obtained through Vehicle 

to Everything (V2X) connectivity.  

There are four functional scenarios defined in T7.1. Three of these scenarios involve 

improving vehicle behaviour when approaching a traffic light and receiving traffic light phases, 

timings, and map information. The scenarios cover three types of unexpected events: a 

baseline scenario with no unexpected event, a violation by a distracted pedestrian, and a reset 
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of phases due to a pedestrian call. The fourth scenario deals with a red-light violation by a 

crossing car, and in this case, V2V information complements the traffic light connection.  

This Use Case involves the following partners: 

• UNITN will run simulations in the IPG CarMaker environment with a model of the systems 

under test. Traffic light phases and timings can be programmed, and V2V communication 

is simulated via SimNet.   

• ika cooperates with UNITN as shown in the table below. 

• VEDECOM. As part of this experiment, our aim at VEDECOM is to validate the value of 

SUNRISE SAF, integrated into the infrastructure, for improving the perception and 

decision-making capabilities of an autonomous vehicle in cooperative scenarios. This 

experiment focuses specifically on validating the longitudinal control of an autonomous 

vehicle in the context of intelligent traffic light management and intersection crossing. 

VEDECOM. The experiment is divided into several stages. First, critical scenarios are 

identified using a functional simulator developed in Matlab/Simulink for autonomous 

vehicle control. This simulator focuses on the analysis of traffic light management and 

intersection crossing scenarios. These critical scenarios are then tested using the 

SUNRISE on-board simulator, which enables the evaluation of complex and dangerous 

conditions, such as collisions at intersections or events triggered by traffic light phase 

changes, depending on vehicle position or speed. 

3.2.1 Setup 

3.2.1.1 Virtual testing 

Virtual testing is carried out by UNITN and VED. UNITN will use the IPG CarMaker 

environment described in SUNRISE deliverable D4.3 [9], section 2 (2.1.4 for test case 

manager, 2.2.4 for the environment, 2.3.5 for the test vehicle, 2.4.2 for the traffic agents, 2.5.1 

for connectivity). 

The use of simulation tools enables VED to reproduce a wide range of scenarios that would 

be difficult, time-consuming, or even dangerous to test under real-life conditions. This 

approach not only improves the efficiency of the testing process, but also provides a controlled 

environment for evaluating the performance of AD systems, the infrastructure simulator, and 

the VEDECOM simulator adapted for SUNRISE project under a variety of conditions. 
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Figure 16: VEDECOM’s AD simulator architecture 

The AD simulator is designed at the highest level as follows: 

Simulation_Scenario: 

This component consists of two modules: the scenario generator and the viewer. The scenario 

generator creates and manages virtual objects and obstacles within the scene, while the 

viewer provides a comprehensive display of the overall scene, allowing for detailed 

visualization and analysis of the simulated scenarios. 

 

Figure 17: Scenario simulation viewer in the global reference repository 

In Figure 17 the scenario simulator viewer defines the obstacle with an orange bounding box, 

indicating that it is a vehicle type, with a blue interior colour. The trajectory of the ego vehicle, 
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shown in magenta, is represented by a continuous black line. The green circle represents the 

traffic light, which is in the green state. 

Infra_Gestion_Carrefour (Infra_Management_Intersection_AD):  

This module interprets the scene and makes decisions from the infrastructure's perspective 

for the automated vehicle. It consists of a module and a viewer. It is triggered by the reception 

of perception data, allowing for the management of complex intersection scenarios. 

 

Figure 18: infrastructure viewer in the global reference repository 

In Figure 18, the infrastructure viewer displays the collision zone, The yellow bounding box 

indicates a priority collision zone (traffic yield). If the colour is red, it means the yield zone 

presents a risk, while green signifies that there is no risk. The ego vehicle is also represented 

from the infrastructure perspective, but it is not considered an obstacle for itself and is shown 

as transparent. The traffic light is green, and the obstacle vehicle is depicted in blue from the 

infrastructure’s perspective. Additionally, pedestrian crossings are represented in green, as 

they are prioritized and unoccupied in this simulation. 

 
Model_ZOE (AD_Vehicle_Model): 

 This level includes the vehicle and the AD simulation model and its associated viewer. The 

model is responsible for managing the vehicle's movements, including acceleration, 

deceleration, and braking. It integrates messages received from the infrastructure and 

responds appropriately to various situations, providing a comprehensive simulation of the 

vehicle's behaviour in different scenarios. 
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Figure 19: Vehicle viewer in the global reference repository 

In Figure 19, from the vehicle’s perspective, the ego vehicle's trajectory is visible along with 

an obstacle filtering zone. Among these obstacles, the green traffic light is detected. The 

obstacles perceived by the infrastructure, shown as bounding boxes, are represented in the 

ego vehicle’s map as green circles, with each point indicating the closest part of the obstacle 

to the ego vehicle. 

3.2.1.2 XiL testing 

In this phase, VEDECOM will be concentrating on two distinct experiments. Testing is carried 

out on dedicated test tracks at Satory, Versailles, which are designed for testing and 

experimentation. These areas are secured, ensuring that there are no uncontrolled obstacles. 

Each experiment is designed to validate different aspects of the AD system. Although the 

system is already complete without the VEDECOM simulator adapted to the SUNRISE project, 

this additional tool plays a crucial role in qualifying the system by simulating virtual objects, 

including collision scenarios.  

Experimentation 1: Traffic Signal Management 

The first experiment centers on Traffic Signal Management. The complete system for this 

experiment consists of the infrastructure, connectivity, the vehicle, and the SUNRISE 

simulation (see Figure 20). 

The core VEDECOM system consists of an automated vehicle that communicates with an 

infrastructure equipped with an intersection manager. This manager controls the traffic light 

status and sends this information to the automated vehicle. In turn, the vehicle transmits its 
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data to the infrastructure manager, mainly including its position, speed, heading, and whether 

it is in autonomous mode or not. 

The VEDECOM simulator adapted for SUNRISE project communicates with the infrastructure 

manager by sending the traffic light object and receiving vehicle data. 

 

 

Figure 20: Signal light control 

Experimentation 2: Intersection Management 

The second experiment focuses on Intersection Management. Similarly, the complete system 

includes the infrastructure, connectivity, the vehicle, and the simulation tools (see Figure 21). 

In this experiment focusing on intersection management, the automated vehicle sends its data 

(position, heading, speed, and autonomous mode status), to the intersection manager. This 

manager then forwards the information to the VEDECOM simulator adapted for SUNRISE 

project, which generates a list of virtual obstacles based on the received data. These obstacles 

are subsequently sent to the infrastructure manager, who communicates them to the 

automated vehicle along with the authorization or restriction for crossing the intersection. 
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Figure 21: Intersection management 

 

3.2.1.3 Proving ground testing 

In the proving ground phase, validated scenarios and system components are taken from the 

simulation environments and are subjected to real-life conditions on a controlled test track.  

Field testing involves several key elements: 

• Real-time scenario execution 

• Interaction between vehicle and infrastructure  

• Safety and reliability testing  
 
The current KPIs (Key Performance Indicators) that have been established are designed 

solely to evaluate the performance of the automated vehicle control system and connectivity, 

but they do not assess the Vedecom Simulation system. 

 

Traffic light crossing KPI  

The traffic light crossing KPI (Key Performance Indicators) assesses several performance 

indicators related to decision-making and vehicle control during a stop at a traffic light. It is 

structured into different sections. 

Decision to Stop at Traffic Light: 

Stop / No Stop Initiated and Stop Triggered evaluate whether the decision to stop the 

vehicle was correctly initiated. 

Adaptation of Speed for Light Crossing examines whether a speed limitation was applied 

when crossing the light. 

Robustness of the Decision measures the stability of the decision, with an indicator showing 

the number of state changes in the decision. 
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Reactivity of the Decision calculates the reaction time between the light state change and 

the activation of the stop planning, with thresholds defining what is acceptable or not. 

Longitudinal Control Performance: 

Vehicle Control Precision assesses the stopping distance relative to the light line, and the 

front bumper of the vehicle with precision thresholds ranging from very precise to 

unacceptable. 

 

Vehicle Control Reactivity measures the delay between the light state change and the 

vehicle’s reaction, with thresholds for the speed of response (from no delay to being 

unacceptable). 

Longitudinal Control Comfort: 

Average Comfort measures the average acceleration/deceleration during the stop/restart 

phase, with comfort levels depending on the intensity of the acceleration. 

Momentary Discomfort focuses on acceleration, deceleration and jerk peaks, assessing the 

impact of sudden variations in acceleration and deceleration. 

Intersection crossing KPI 

The Intersection Crossing KPI table assesses several performance indicators related to 

decision-making and vehicle control when crossing an intersection. It is divided into different 

sections. 

Decision to Stop at Intersection: 

Stop / No Stop Initiated evaluates whether the decision to stop the vehicle at the intersection 

has been correctly initiated, with the criteria being a stop if there is a priority obstacle or a high 

collision risk. 

Speed Adjustment for Intersection Crossing examines whether the speed limitation has 

been applied when crossing the intersection. 

Robustness of the Decision measures the stability of the decision, indicated by the number 

of state changes. 

Reactivity of the Decision calculates the reaction time between detecting a priority obstacle 

and the stop planning (collision zone generation), with specific thresholds. 

Longitudinal Control Performance: 

Vehicle Control Precision assesses the stopping distance relative to the target distance, 

considering a safety buffer from the collision zone. A short stopping distance indicates high 

precision, while a larger deviation suggests varying levels of acceptability or unacceptability. 
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Vehicle Control Reactivity measures the delay between the appearance of a collision zone 

and the vehicle’s response. Faster response times are preferred, with increasing delays 

indicating reduced performance, ranging from acceptable to unacceptable. 

Collision with Obstacle checks whether a collision has occurred, with the target criterion 

being no collisions. 

Longitudinal Control Comfort: 

Average Comfort during the stop sequence is evaluated by measuring the average 

acceleration and deceleration during the vehicle’s stop or slow down phase. Comfort levels 

are to be defined based on the scenario, with normal ranges aggressive, and any acceleration 

indicating an emergency stop. 

Momentary Discomfort focuses on peaks of deceleration, acceleration and jerk during the 

stop sequence, assessing the maximum acceleration/deceleration as well as the jerk (rate of 

change in acceleration). Comfort thresholds are to be defined based on the scenario, with 

reference values of normal comfort to aggressive behaviour. 

3.2.2 Covered aspects of the SAF 

The ODD and the four functional scenarios are defined in SUNRISE D7.1 [1]. These are used 

to generate logical scenarios, i.e., parametrisations. For this use case, the parameters and 

the ranges are not obtained for the SAF and are, instead defined internally to WP7. In addition, 

the KPIs are also defined by WP7. 

The testing of the SAF begins at the concretise step and ends at the simulation validation 

step. The table below shows the contributions to the SAF block validation per partner for 

UC1.2. 

Table 4: Contributions to the SAF validation per Partner in UC1.2 

Partner/ 

Block 

ika UNITN VED 

SUNRISE 

DF 

   

Query & 

Concretise 

x x  

Allocate x x x 

Execute x x x 
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Test 

Evaluate 

x x x 

Coverage x* x x 

Decide  x x 

*only parameter space coverage 

Query & Concretise 

ika: ika provides concrete scenarios for simulation based on the methodology developed in 

WP3. For the case generation, the query process is a required input and will be validated 

against the validation criteria defined in chapter 2 for the logical scenarios defined in the use 

case. The sampling methodology will be validated based on the coverage of the parameter 

space by the KPI’s defined in the use case. 

UNITN: UNITN defines the logical scenario, and IKA provides the sampling according to the 

SAF block. 

Allocate 

The UC will use the environment allocation from the SAF. Initial allocation will be on 

simulations. However, in a second run, a few cases will be re-allocated to physical testing. 

The efficiency of this re-allocation (in particular whether the most relevant cases were 

selected) may be tested with the above criteria. 

ika: Ika provides an allocation strategy based on the methodology developed in WP3. The 

allocation strategy can be validated by comparing the results of the simulation and physical 

testing against the output of the allocation strategy.  

UNITN: UNITN conducts the cases that are assigned to simulations. By evaluating whether 

the simulations successfully generated accurate evaluation metrics, one can determine 

whether the simulation test instances were appropriate or if the allocation block should have 

indicated test instances with higher fidelity.   

VED: VED has defined a list of cases based on three parameters: vehicle speed, the distances 

to the traffic light, and the state of the light. An essential variable is added to this: the 

occupancy of the crossing area. 

Execute 

ika: ika provides physical testing for the use case on a proving ground and validates the 

execution block for physical testing. 

UNITN: UNITN runs the simulations and reports whether each concrete scenario was correctly 

executed or if it was not completed and why. 
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VED: VED executes these concrete scenarios on the simulation model in the loop and with a 

car on VED’s Proving ground. We must mention that VED simulator and the vehicle have 

exactly the same core functions. 

Coverage 

ika: ika determines coverage of the cases in the parameter space, necessary for the 

methodology. By comparing against results from simulation and real-world testing we validate 

that the surrogate model from which the generated test cases are derived provides an 

approximation of the underlying distributions of the KPI’s over the parameter space. This only 

validates part of the “Coverage” block since scenario coverage cannot be determined. 

UNITN: IKA gives the SAF coverage that UNITN cross-checks with one of the following 

methods: a) new independent test samples or (either in the parameter space or with new 

parameters that were not considered in the logical scenario, b) with a surrogate ML model of 

the test results across the logical scenario (as in UNITN’s paper under review). 

VED: VED will determine the coverage of the test cases. 

Test Evaluate  

ika: ika conducts test evaluation necessary for the methodology and uses the validation 

criteria to validate the physical tests that ika performs. 

UNITN: UNITN returns the performance indicators per concrete scenario. IKA evaluates the 

KPIs according to the SAF. UNITN compares these evaluations with internal evaluations. 

VED: VEDECOM defined a set of KPIS in section 3.2.1.3. Once the execution is done the 

KPIs are computed for every single test case and evaluated for both simulation and real car 

and compared. 

Decide 

UNITN: UNITN will cross-check the SAF decision with one of the methods mentioned above. 

3.2.3 Deviations from D7.1 

After CRF withdrawal, the systems under test are no longer the same. Simulations carried out 

by UNITN are based on two or three different and partially reconfigurable systems with no 

exact physical counterpart. Physical tests by ika use a different function. Only VED has the 

same system for virtual and physical tests. 

Nonetheless, at some higher functional level, ACC systems must be acceptable to human 

drivers. This means that the longitudinal acceleration is limited (except in emergency 

conditions) and that longitudinal control is smooth (jerk is bounded).  

Hence, we can compare the results (simulations and physical tests) to naturalistic driving 

distribution for longitudinal accelerations and jerks.  
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3.3 Use case 1.3: Urban AD validation – Cooperative 
perception testing 

In Use Case 1.3, the SUNRISE SAF is tested for cooperative perception and decision-making 

in urban intersection scenarios. The SUT is the perception AD subsystem of an urban chauffer 

ADS which is also capable of sending/receiving and processing (on-board or off-board e.g. 

employing a remote smart RSU node) rich V2X information data mainly consisting of object-

level data perceived from other road users. 

There are three functional scenarios defined from T7.1 for assessing the cooperative 

perception system performance in Use Case 1.3. The first is the “darting-out pedestrian” 

scenario (1.3 A), the second one is the “urban junction” scenario (1.3 B), and the third one is 

the “urban roundabout” scenario (1.3 C). 

Use Case 1.3 involves the partners ICCS and VED. 

ICCS will run simulations in a virtual environment, based on a CARLA-OpenCDA co-

simulation environment that will be developed using the open-source ms-van3t framework, 

where V2V communication is realized by integrating ns-3 simulator. The SUT is an in-house 

Collective Perception module that fuses object-level information coming available from other 

agents which deploy single-agent perception and are capable of sending and receiving CP 

messages as those are standardized by ETSI CP service. ICCS has also foreseen the 

possibility of conducting a hybrid simulation study in which CARLA would be receiving input 

from external real agents operating in a controlled test track. 

VED will run simulations in a custom environment created in SUMO and VEINS and carry out 

corresponding XiL tests on proving grounds. 

3.3.1 Setup 

3.3.1.1 Virtual testing 

The use of simulation tools enables us to reproduce a wide range of scenarios through virtual 

testing that would be difficult, time-consuming, or even dangerous to test under real-life 

conditions. This approach not only improves the efficiency of the testing process but also 

provides a controlled environment for evaluating the SUNRISE SAF, with a SUT model, under 

various conditions. 

In Use Case 1.3, different flavours of virtual testing are provided by ICCS and VED as initially 

described in D4.3 [9]. 

3.3.1.1.a Virtual testing carried out by VED 
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Figure 22: Virtual testing simulation framework carried out by VED for UC 1.3 (test scenarios 1.3 A and 1.3 B). 

In this section, an overview of the virtual simulation framework carried out by VED is based 

on OmNet++, Veins, and SUMO/CARLA simulators. The virtual simulation framework carried 

out by VED is shown in Figure 22 which integrates several components to create a virtual 

environment for testing and validating scenarios 1.3 A and 1.3 B. Here’s a breakdown of each 

component and its role: 

• OMNeT++: Serves as the central simulation environment. It includes several key 

modules. 

• Veins: A framework for V2X (Vehicle-to-Everything) connectivity, embedded within 

OMNeT++ and connected to other modules for simulating communication between 

vehicles. 

o V2X Applications: Handles the V2X applications based on V2X 

communications messages such as the CAM and CPM. 

o CPM Implementation: Cooperative Perception Messages (CPM) are 

implemented within Veins, allowing the simulation of -V2X- communication for 

enhanced situational awareness. 

o Perception Model: Veins includes a perception model that simulates how 

vehicles perceive their environment, contributing to the generation and 

reception of CPMs. 

o Vehicle Control Algorithm on Reception of CPM: A vehicle control algorithm 

is implemented to manage how vehicles respond when they receive CPMs, 

influencing their behaviour in the simulation. 

o MAC and physical layer: simulates the Medium Access Control (MAC) layer 

and physical radio layer of the V2X communication. 

o Mobility: Handles the movement and traffic dynamics of vehicles, connected 

to the mobility simulators SUMO and/or CARLA. 

• SUMO: simulates the road network and traffic routing. 

• CARLA: Responsible for scenario simulation, CARLA provides a realistic virtual 

environment where various driving scenarios are simulated. It interacts with Veins via 

gRPC connector. 
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• INET: A network simulation framework within OMNeT++ that interfaces with Veins 

providing network-related simulations. 

Below it is described how the testing of scenario 1.3 A using the virtual simulation framework 

carried out by VED is executed. The procedure of simulation for scenario 1.3 B is similar. 

#1. Setup the Scenario in CARLA 

• Design the Environment: In CARLA, create the road scenario where the ego vehicle 

will operate. This setup should include the road segment where the darting-out 

pedestrian event will occur. Position parked vehicles (e.g., a bus) that will occlude the 

pedestrian from the ego vehicle's view. 

• Place the Ego Vehicle: Position the ego vehicle (CAV) on the road, approaching the 

area where the pedestrian will appear. 

• Position the Pedestrian: Place the pedestrian behind the occluding vehicle, ready to 

dart into the path of the ego vehicle. 

#2. Traffic and Mobility Simulation in SUMO 

• Traffic Flow: Use SUMO to simulate traffic flow, including the movement of the ego 

vehicle and any other vehicles, such as the opposing vehicle that might detect the 

pedestrian. 

• Pedestrian Dynamics: Configure the pedestrian's movement in SUMO, ensuring it 

synchronizes with the ego vehicle's approach. 

#3. V2X Communication Simulation in Veins 

• V2X Message Generation: In Veins, configure the generation of V2X messages, 

specifically CAMs and CPMs. For instance: 

• Test Case 1: No CPMs are generated; the ego vehicle relies solely on its sensors. 

• Test Case 2: The opposing vehicle detects the pedestrian and generates a CPM 

containing pedestrian information. 

• Test Cases 3 & 4: Similar CPMs are generated, but they convey information that the 

pedestrian is either not on the crosswalk or has already crossed. 

• MAC and Physical Layer Simulation: Ensure the V2X messages are transmitted 

over the simulated network, considering the MAC and physical layers. 

#4. Network Simulation in INET 

• Simulate Network Conditions: Use INET within OMNeT++ to simulate the network 

conditions, such as delays or packet loss, which might affect the transmission of CPMs 

from the opposing vehicle to the ego vehicle. 

#5. Scenario Management and Synchronization in OMNeT++ 

• Integrate Components: OMNeT++ will act as the central hub, integrating CARLA, 

SUMO, Veins, and INET. This ensures that all components operate in sync, with the 



 

D7.2_Safety-assurance-framework-demonstration-instances-design | 55 

traffic simulation, V2X communication, and network conditions all being managed 

together. 

• Run the Simulations: For instance: 

• Test Case 1: The ego vehicle operates without any CPMs and collides with the 

pedestrian. 

• Test Case 2: The opposing vehicle sends a CPM after detecting the pedestrian, 

allowing the ego vehicle to brake and avoid the collision. 

• Test Cases 3 & 4: The ego vehicle receives CPMs that indicate the pedestrian's 

location, allowing it to decide whether to stop or continue safely. 

#6. Data Collection and Coverage Analysis 

• Collect Performance Data: Gather data on the ego vehicle’s behaviour, including 

reaction times, braking actions, and whether the collision was avoided. 

• Analyse the Impact of V2X: Compare the scenarios with and without CPMs to 

evaluate the effectiveness of V2X communication in preventing collisions. 

By following these steps, the selected test scenarios (1.3 A and 1.3 B) of UC 1.3 can be 

simulated and analysed with respect to improving the safety of VRUs, highlighting the 

importance of co-simulation safety assurance frameworks supporting testing of V2X 

communication together with AD systems under test i. 

3.3.1.1.b Virtual testing carried out by ICCS 

ICCS will use CARLA simulator and CARLA-network co-simulation environment as described 

in the deliverable D4.3 [9]. 

The ICCS simulation framework, as specified in SUNRISE deliverable D4.4 [6] (see Figure 

23), serves as the foundation for conducting virtual tests, providing a robust and reliable 

platform for validating the safety of SUT in Use Case 1.3 through the SUNRISE SAF. This 

comprehensive framework is comprised of two primary components: 

• CARLA simulator: A Python API functionality is used to introduce dynamic elements such 

as additional traffic (comprising vehicles and pedestrians), dynamically manage traffic 

lights, and manipulate environmental conditions such as weather and sun position based 

on the time of day. In this context, versatile and adaptive test environments are created, 

and thus, a wide range of driving scenarios with varying levels of complexity and realism 

are simulated.  

• CARLA-network co-simulation environment building upon the open source MsVan3t 

(/ADD REF) framework: It uses CARLA simulator for mobility and sensor perception 

simulation and ns3 simulator for network simulation. This extension is able to extract not 

only localization information from CARLA simulator but also perception information from 

the Local Dynamic Map (LDM) module. The developed client module on ns-3 queries the 

information to use it for the mobility of each of the ns-3 simulated nodes and to update the 

LDM module with all perception data sent over the simulated vehicular network. 
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Figure 23: Virtual co-simulation framework carried out by ICCS for UC1.3. 

The virtual co-simulation framework carried out by ICCS includes two possible simulation 

flows (see Figure 23). The first one (Flow 1) is based on OpenCDA with gRPC interface and 

ms-van3t where the ETSI-compliant CPM exchange and the fusion of object-level CPM 

information from different local perception providers is performed by the ms-van3t. The second 

one (Flow 2), more-simple, is based on YOLO and an ICCS CP module integrated via ROS2 

and CARLA-ROS-bridge for custom local and global CPM generation where the network 

simulator is not used at all and message exchange is emulated. In either case, the produced 

CPM along with the raw sensor data (CARLA output) and the ground truth information 

available in CARLA will be logged and stored in order to support  offline evaluation of the CP 

module. 

The ICCS virtual co-simulation framework will be executed as described previously starting 

from a concrete scenario drawn from the SCDB logical scenarios. It will be evaluated through 

data replay based on the information that is logged during the course of each simulation 

execution round. The evaluation will be performed in two possible ways (see Figure 24):  

Evaluation of the collective perception (CP) module 

In this case, only the CP module will be evaluated based on KPIs related to perception such 

as accuracy of object detection, surface overlap between the output probabilistic occupancy 

grid and the ground truth bird-eye view provided by CARLA. No planning and control modules 

will be employed. 

Evaluation of the full AD stack 

In this case, a planner and controller will receive the output of the CP module and based on 

this will determine the dynamic behaviour of the ego vehicle. The KPIs here are related to 

safety metrics such as time to collision etc.  
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Figure 24: ICCS evaluation pipeline with data replay 

In both cases, the evaluation metrics will be applied in conjunction with respective thresholds 

that will determine whether the AD system passes or fails the specific safety test case. The 

existence of such thresholds and pass/fail criteria for the SUT, in this case, the CP system is 

very important for the scenario generation methodology and it will be described in detail below. 

Special aspects: Joint scenario generation and testing approach 
A probabilistic method based on Gaussian Processes (GP) will be employed for the generation 

of critical scenarios for perception testing and will be evaluated by UC 1.3. This is a pre-release 

of what is to be included in the relative deliverable D3.4. The advantage of this method is that 

it can provide a method for scenario space exploration and scenario coverage.  

The method is described in Figure 25. The ultimate goal is to train a GP to estimate whether 

a concrete scenario will pass or fail a task without the need to execute it in simulation. Starting 

from a logical scenario, which is described by a parameter space, i.e. a set of scenario 

parameters and their ranges (for continuous parameters) or set of values (for discrete 

parameters), concrete scenarios are extracted, simulated, and evaluated as pass or fail based 

on a pre-defined set of metrics related to the task (e.g. perception-based metrics). The 

extraction of the concrete scenarios is performed by a level-set sampling algorithm which 

selects scenarios close to the pass/fail boundary. These scenarios are considered the most 

critical ones to obtain as i) their outcome is uncertain, and ii) they define the boundary between 

pass and fail regions that need to be learned. The selected scenarios and their respective 

outcomes are iteratively fed into the GP to update its parameters (see Figure 25a). At the end 

of this process, upon convergence of the GP, it is possible to use the trained GP as a predictor 

of unseen scenario outcomes without simulation. This process is much faster than the 

simulation, hence, it is possible to query almost any concrete scenario of the logical scenario 

space and ultimately acquire coverage estimation (see Figure 25b). Moreover, it is possible 

to generate more critical scenarios (i.e. on the boundary of the pass/fail space or on the ‘fail’ 

region of the pass/fail space) to assess through simulation if this is necessary. 
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(a) 

 
(b) 

Figure 25: Critical (levels-et) scenario extraction and simulation and GP training (a) and GP querying to 
estimate outcomes of unseen scenarios and assess coverage (b) 

 

3.3.1.2 XiL Testing 

XiL or hybrid testing is employed as a complementary way of testing if real HW components 

can be used in order to get closer to real-deployment conditions. In this UC, the interesting 

real-deployment condition is a real agent in a test trackable to send CPMs as well as to receive 

CPMs created by the agents in the virtual environment (V2I or V2N connectivity of the agent 

is assumed). Again, ICCS and VED provide two different hybrid testing environments and 

focus on different selected UCs. 
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3.3.1.2.a XiL testing carried out by VED 

 

Figure 26: XiL simulation framework diagram for scenarios 1.3 A (left) and 1.3 B (right) 

The simulation frameworks for test scenarios 1.3 A and 1.3 B are shown in Figure 26. This 

framework integrates virtual and real-world environments through a well-defined interface. 

Below the three components of this framework are described. 

Virtual Environment: The virtual environment of XiL simulation is the same as the virtual 

simulation frame except that it includes an extra component of MQTT client. Veins incorporate 

an MQTT client to publish and subscribe to CPM information, facilitating communication 

between the virtual and real environments. 

Interface: 

MQTT Server: The interface between the virtual and real worlds is facilitated by an MQTT 

server. MQTT is a lightweight messaging protocol, ideal for devices with limited 

bandwidth. 

CAM, CPM, Alert: The server handles various types of messages: 

CAM (Cooperative Awareness Message): Messages used in vehicular networks 

to share information about vehicle positions and movements. 

CPM (Cooperative Perception Message): Messages that share sensor data or 

perceptions between vehicles to enhance situational awareness. 
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Alert: Messages that may warn about potential hazards or urgent situations. 

Real Environment: 

Real-World Vehicles and Scenarios: The real environment, representing actual traffic 

scenarios, interacts with the virtual simulation through the MQTT server. The image 

shows both a real camera feed and a corresponding simulation, highlighting how the 

ego vehicle (the vehicle under test) interacts with other vehicles and infrastructure. 

Wireless Communication (WiFi / 4G / 5G): The real-world vehicles are connected to the 

virtual environment through wireless communication networks such as WiFi, 4G, or 5G. 

Below the XiL setup is described and how scenario 1.3 A is simulated using the above XiL 

framework. The procedure is similar for scenario 1.3 B. To simulate 1.3 A test scenarios using 

the XiL simulation framework, the process involves integrating the virtual environment with 

real-world elements through MQTT-based communication. Here's how each test case can be 

simulated: 

#1. Simulation Setup: 

Virtual Environment Configuration: 

• Intersection and Scenario Design: Begin by setting up the same virtual environment 

in CARLA as described in the original virtual simulation framework. This includes 

modelling the darting-out pedestrian scenarios (1.3 A). 

• Vehicle Initialization: The ego vehicle and other relevant vehicles are initialized in 

CARLA with predefined positions and movement trajectories. These vehicles are 

equipped with sensors and communication capabilities. 

• MQTT Client Integration: In the Veins module within OMNeT++, incorporate the 

MQTT client, which will handle the communication of CAMs and CPMs between the 

virtual and real environments. 

Interface Configuration: 

• MQTT Server Setup: The MQTT server acts as a bridge between the virtual 

environment (Veins within OMNeT++) and the real-world environment. It manages the 

transmission of CAM, CPM, and Alert messages. The server ensures that real-world 

data (e.g., real-time sensor data from actual vehicles) can influence the virtual 

environment and vice versa. 

Real Environment Configuration: 

• Real-World Vehicle Integration: The real-world ego vehicle is equipped with the 

necessary communication hardware to connect to the virtual environment through the 

MQTT server. These vehicles transmit and receive CAMs, CPMs, and Alerts through 

wireless networks (e.g., WiFi, 4G, 5G). 

#2. V2X Communication and MQTT Messaging: 
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Real-Time CPM Exchange: 

• Test Case 1 - Collision Scenario: In this scenario, the ego vehicle operates without 

receiving CPMs from other vehicles. This means that the ego vehicle must rely solely 

on its onboard sensors (simulated in CARLA) to detect the pedestrian. The absence 

of CPMs simulates a situation where the pedestrian is occluded, leading to a collision. 

The MQTT client does not publish or subscribe to CPMs, reflecting a scenario where 

no additional data is available from other vehicles or infrastructure. 

• Test Case 2 - Critical Scenario: Here, the ego vehicle receives CPMs from a vehicle 

in the opposite direction through the MQTT server. This data indicates the presence 

of a pedestrian, which is beyond the direct line of sight of the ego vehicle. The MQTT 

client in Veins subscribes to the CPM topic, allowing the ego vehicle to receive this 

crucial information in real-time, enabling it to slow down or stop in time to avoid 

collision. 

• Test Case 3 - Safe Scenario (Pedestrian Not Engaged on Crosswalk): In this 

scenario, the ego vehicle receives CPMs indicating that the pedestrian is not engaged 

in crossing but is nearby. The MQTT client subscribes to these messages, allowing 

the ego vehicle to assess that it is safe to proceed without taking evasive action. 

• Test Case 4 - Safe Scenario (Pedestrian Has Already Crossed): Similar to the 

previous case, the ego vehicle receives a CPM through the MQTT client indicating that 

the pedestrian has already crossed. The ego vehicle uses this information to continue 

its path without stopping, facilitated by real-time communication through the MQTT 

server. 

#3. Scenario Execution: 

Real-World Interaction: 

• Test Case 1 Execution: The ego vehicle fails to detect the pedestrian due to a lack 

of CPM data from other vehicles, resulting in a simulated collision. This scenario tests 

the dangers of relying solely on local sensors in the absence of cooperative 

communication. 

• Test Case 2 Execution: The ego vehicle successfully avoids a collision by responding 

to the CPM received from the MQTT server, illustrating the importance of extended 

situational awareness. 

• Test Case 3 and 4 Execution: The ego vehicle evaluates the CPMs received and 

makes safe navigation decisions, highlighting how cooperative perception can 

enhance decision-making even in non-critical situations. 

#4. Data Collection and Analysis: 

Post-Simulation Analysis: 

• Data Collection: After each test case, data on reaction times, decision-making 

accuracy, and collision avoidance success is collected from both the virtual and real 

environments. 
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• KPI Evaluation: The simulation results are analysed to assess the effectiveness of 

the MQTT-based communication in enhancing the ego vehicle's ability to avoid 

collisions or navigate safely. 

• Comparative Analysis: Compare scenarios with and without CPM data to evaluate 

the added value of real-time cooperative perception in preventing accidents. 

5. Simulation Duration and Repetitions: 

• Repetition for Robustness: To ensure the validity of the results, each test scenario 

is repeated under varying conditions, such as different pedestrian speeds or varying 

wireless communication latencies. 

• Simulation Length: Each simulation is run for a sufficient duration to capture the full 

sequence of events, from the pedestrian's appearance to the vehicle's response and 

the final outcome. 

3.3.1.2.b XiL testing carried out by ICCS 

ICCS has also foreseen the possibility of conducting a hybrid simulation study in which case 

CARLA would be receiving input from external real agents as shown in Figure 24. In this 

context, ICCS will conduct hybrid testing by utilizing a real agent, i.e. ICCS prototype vehicle 

at the ICCS premises in Athens, Greece (NTUA campus), or a pedestrian carrying a 

connectivity device. The real agent will be able to exchange CPMs and will be connected to 

the ICCS virtual co-simulation environment in real-time. For safety and testing purposes, this 

will be an isolated area, equipped with all the necessary elements to conduct the tests and 

implement an ETSI-compliant V2X communication with both real HW and emulated 

messages. These tests will mainly focus on executing the darting-out pedestrian test scenario 

(1.3 A). 

Note: The hybrid setup wants to explore whether new SAF requirements are generated when 

real CPM exchange is tested. As such, this experiment will focus on the SAF “Execute” and 

“Test evaluate” blocks and not on the rest of the SAF components that are already evaluated 

in the virtual setup. 
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Figure 27: ICCS hybrid co-simulation framework for UC 1.3. 

 

3.3.1.3 Proving ground testing 

Additionally, VED will carry out vehicle-in-the-loop testing for test scenarios 1.3 A and 1.3 B 

on the proving ground test track of VED in Versailles, France. This isolated test track is 

equipped with road markings, pedestrian crossings, and all the necessary elements for 

conducting the tests. 

3.3.2 Covered aspects of the SAF 

The ODD and the three functional scenarios for use case 1.3 are defined in SUNRISE 

deliverable D7.1 [1]. These are used for generating logical scenarios. The parameters and the 

ranges are defined internally by WP7. In addition, the KPIs are also defined by WP7. 

The UC will cover the steps from the definition of logical scenarios until simulation validation. 

The table below shows the contributions to the SAF block validation per partner for UC1.3. 

Table 5: Contributions to the SAF validation per Partner in UC1.3 

Partner/ Block ICCS VED 

SUNRISE DF   

Query & Concretise x x 

Allocate x x 



 

D7.2_Safety-assurance-framework-demonstration-instances-design | 64 

Execute x 
x 

Test Evaluate x x 

Coverage x x 

Decide x x 

 

Query & Concretise 

The work is based on a few selected hand-crafted logical scenarios suitable for Collective 

Perception Testing as described in D7.1 [1]. No need to query the SUNRISE DF. ICCS will 

create its own sets of concrete scenarios under one logical scenario using methods from T3.3 

(smart concretization adhering to pass/fail uncertainty criteria) and using a custom scenario 

representation format. 

Note: In order to feed the msVan3t co-simulation framework with scenario variations, some 

adaptation in its scenario editing library will be needed (yaml files dynamic configuration).  

ICCS: ICCS will create an automatic probabilistic process (based on the work in T3.3) to 

concretize the scenarios stemming from a logical scenario described by a given parameter 

space with defined parameter ranges. The concretization will be performed by using pass/fail 

criteria for the SuT and generating scenarios with uncertain outcomes close to the pass/fail 

boundary. The sampling of concrete scenarios will be validated by verifying that their 

parameter values fall within the parameter space ranges of the corresponding logical scenario. 

Sanity checks with respect to the handling of missing parameter values or out-of-range 

parameter values will be performed.  

VED: VED will use hand-crafted concrete scenarios or (if time allows) will apply a ready-to-

use tool from T3.3 to concretize scenarios using some criteria. Concretization will be validated 

with simulation execution and verifying that each concrete scenario is successfully executed 

and leads to slightly different results/KPIs. 

Allocate 

The initial allocation is always on simulation, going for higher fidelity testing when it is needed. 

Use case 1.3 will use the environment allocation from the SAF. More in detail, use case 1.3 

will use the initial allocation of the test cases to the test instances with the process described 

in the deliverable D3.3 [5]. All tests that can be performed using simulations will be allocated 

to virtual testing. However, in a second run, a few cases will be re-allocated to physical or 

hybrid testing. 

ICCS:  ICCS will handle the initial allocation of the test cases to the test instances with the 

process described in the deliverable D3.3 [5]. 
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VED: VED will handle the initial allocation of test cases to test instances using the process 

outlined in deliverable D3.3 [5]. 

Execute 

Tests will primarily be performed as virtual tests using the simulation pipelines described 

previously. All data that is needed to evaluate the validity of the “Execute” block, following the 

criteria outlined in sec 2.2, will be collected automatically. 

ICCS: ICCS plans to execute allocated test cases on its V&V virtual simulation framework 

defined in D4.4 [6], where two pipelines will be implemented, i) virtual testing and ii) hybrid 

testing with one real agent. Upon completion of sanity checks and results logs completeness 

checks will be performed to validate execution. 

VED: VED will validate the "Execute" block in two phases, adhering to deliverables that define 

specific validation requirements. The primary objective of this validation is to ensure that test 

case results meet the input requirements of the “Test Evaluate” and “Coverage” blocks, as 

outlined in the SAF framework. 

Phase 1: VED will initiate validation with simulation testing to identify critical scenarios, 

ensuring all models, tools, and equipment are fully prepared. Following each test, a LogCheck 

will verify that logs indicate successful test preparation and execution, identifying any setup or 

execution errors. Test instance reallocation will be performed according to guidelines in 

Deliverables D3.4 and D3.5. An RCheck will confirm that the result data includes all necessary 

metrics for the "Test Evaluate" block, aligning with the metrics requirements in Deliverable 

D4.5. Critical scenarios identified in the simulation will then proceed to XiL (Hardware-in-the-

Loop) testing in Phase 2. 

Phase 2: In this phase, VED will validate the "Execute" block for hybrid testing by preparing a 

setup that integrates virtual simulation with a real vehicle in the loop. During execution, the 

validation process will include LogCheck and RCheck to ensure accurate data collection and 

metric evaluation. This process will be guided by Deliverable D4.6, ensuring compliance with 

the requirements of the “Test Evaluate” and “Coverage” blocks in the SAF framework.  

Coverage  

The coverage analysis on concrete scenario level is based on the ML module developed in 

T3.3 which aims to automatically generate safety-critical scenarios with optimum space 

coverage. The optimum coverage is assessed in each iteration until specific criteria are 

reached (see section 3.3.2.1-ICCS). 

ICCS: ICCS will assess coverage on the logical scenario level by using the probabilistic 

process developed in T3.3. The proposed method allows for i) estimation of the pass/ fail 

probability of unseen concrete scenarios without the need for execution/simulation, and ii) 

generation of scenarios close to the pass/fail boundary, which are the hardest to predict their 

outcomes (high uncertainty). The coverage of the logical scenario’s parameter space will be 

assessed by estimating the method’s output exhaustively for each scenario parameter 
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instance of the parameter space (which would not be possible if simulation was required). The 

coverage validation will be performed by drawing scenarios close to the estimated boundary 

(uncertain), as well as random scenarios in the estimated pass and fail regions and evaluating 

them in simulation to verify pass or fail decision against estimated by our algorithm pass or 

fail decision.  

VED: VED will perform coverage analysis by using a range of parameter values through virtual 

testing, following the process developed in T3.3. 

Test Evaluate  

ICCS & VED: Pass/Fail criteria are based on how many of these tests pass or fail. Pass/fail 

criteria are also expected by the work in WP2 (ongoing). The pass/fail criteria will be defined 

based on popular KPIs employed in the perception testing literature and based on experts’ 

feedback.  XiL testing will be verified w.r.t offering a different perspective than the virtual one, 

via recording of new KPIs for safety argumentation. Tests allocated to a hybrid testing 

environment (XiL) will be validated against their counterparts in simulation. 

ICCS: From the individual KPIs results the proximity to the pass/fail boundary will be assessed 

which will inform on the confidence of the test evaluate output.  

Decide 

ICCS & VED: ICCS & VED will evaluate if at that stage there is all the needed information 

from “Coverage” and “Test evaluat” to determine if the SUT is safe or if more testing is 

required. 

3.3.3 Deviations from D7.1 

No deviations, but a clear split between ICCS and VED was agreed upon by assigning 

different selected UCs to each team. 

3.4 Use Case 2.1: Traffic jam AD validation – Safety 
assessment & Decision making 

Use Case 2.1 involves testing the SUNRISE SAF with an AD function that controls the ego-

vehicle in a traffic jam scenario. The system is expected to control both its longitudinal and 

lateral position by a combination of braking, and steering commands. All of this is expected to 

happen while respecting a few constraints, such as a maximum longitudinal speed and a 

distance to the vehicle in front of the subject vehicle. 

This use case involves the following partners: 

TNO and the University of Warwick (UoW) performed scenario generation for use case 2.1. 

This generation was based on the key functional scenarios specified in Deliverable D7.1 [1]. 

These scenarios were identified as key test cases for traffic jam AD. These scenarios were 

created in using Streetwise (TNO) UoWs Scenario Description Language (SDL) level 2 (UoW) 

and translated into ASAM OpenSCENARIO. For execution in simulation environments, ASAM 
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OpenSCENARIO (XOSC) and ASAM OpenDRIVE (XODR) files are generated for these 

scenarios. The scenarios remain logical, with the ranges specified in the deliverable in D7.1 

[1] and D3.2 [3] being used in the ASAM OpenSCENARIO files. 

CAF developed the System under Test (SUT) and supported the integration of the System 

into the virtual testing environment, which implied the addition of certain features to the SUT 

as well as technical assistance for the integration, to enable AVL to proceed with their 

validation activities. 

AVL and AVL TR are responsible for the allocation of the concrete scenarios to the test 

instances, the creation of the simulation models, the setup of the virtual simulation toolchain, 

the setup of the automated scenario execution, the integration of the SUT in the closed loop 

SiL environment and for the implementation and testing of the KPI scripts and test report 

templates.  

BASt is responsible for proving ground and real-world testing regarding Use Case 2.1. A 

testing method based on the outcomes of Deliverable D4.6 “hybrid and real-world testing and 

validation approaches” will be demonstrated by the execution of physical test runs including 

multiple of the 12 defined scenarios (2-A to 2-L in Deliverable D7.1). To show the testability 

and to validate the test method initially an exemplary state-of-the-art rental vehicle is tested in 

a black-box approach. This demonstrates the procedure of physical test execution within the 

Sunrise SAF from the view of a consumer protection entity or the market surveillance of a 

regulator. It will demonstrate how a vehicle will be equipped with additional sensors to 

measure the performance of the ADs function while having no further insight in the vehicle's 

internal technology, e.g. the AD function. The KPI list from D7.1 [1] will be taken into account. 

3.4.1 Setup 

3.4.1.1 Virtual testing 

CAF implemented a series of ROS2 nodes implementing both longitudinal and lateral control 

intended to be used for virtual testing. These nodes were based on two configurable PID 

controllers, which respected the above-mentioned constraints. The inputs were the distance 

to the vehicle in front of the ego-vehicle and a series of “waypoints” relative to the ego-vehicle's 

position. To ensure smooth control, they are used together with the current speeds of both the 

ego and the leading vehicle, as well as the current steering angle of the ego-vehicle. In spite 

of this not directly validating the UC, it enabled AVL to do so, especially with the provided 

support to integrate said SUT into their simulation framework. Some additional features were 

added to the controller to ease the integration of the controllers in AVL’s simulation system. 

For the virtual testing setup, the model was developed using AVL Model.CONNECTTM 

simulation software. Model.CONNECTTM serves as the interface to connect multiple software 

instances. This means, this model incorporates multiple simulation blocks to accurately 

represent the real-world system. The primary blocks utilized are: 

• AVL Vehicle Simulation Model (AVL VSMTM) 

• Robot Operating System (ROS) communication block 
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• Esmini 

 
Figure 28: Virtual testing setup 

 
AVL Vehicle Simulation Model (AVL VSMTM) 

The AVL VSMTM simulation block is responsible for modelling vehicle dynamics and 

characteristics. It simulates various aspects of the vehicle’s behaviour, including acceleration, 

braking, and steering. The inputs to the VSM block include: 

Accelerator pedal position: Determines the vehicle’s acceleration. 

Brake pedal position: Controls the vehicle’s deceleration. 

Steering wheel angle: Dictates the vehicle’s direction. 

These inputs are sourced from the ROS communication block, which runs Python scripts to 

facilitate communication with the controller. 

TJA Controller (ROS) 

The ROS communication block serves as the intermediary between the vehicle’s sensors and 

the controller. It is divided into two main functionalities: 

Longitudinal Control: This aspect of the controller is responsible for distance keeping. An 

ideal sensor provides an object list, which includes the distance to the lead vehicle. The 

controller uses this information to maintain a safe following distance by adjusting the vehicle’s 

speed. 

Lateral Control: This aspect of the controller handles lane centering. Using generated 

waypoints as ground truth, the controller positions the vehicle in the center of the lane. The 

waypoints provide precise coordinates that the vehicle should follow to stay centered. 

Esmini 
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The Esmini scenario engine is employed for the playback of Open Scenario files. It provides 

visualization and playback of the ego vehicle and the other included actors from the scenario. 

The ego vehicle’s position, orientation, and velocity are transmitted from the vehicle dynamics 

block to ensure an accurate representation of the ego vehicle’s localization within the virtual 

environment. This allows a realistic representation of the driving environment and the 

interactions between the ego vehicle and other road users. 

Closed-Loop System 

By integrating these three blocks into a closed-loop system, we can simulate the behaviour of 

the vehicle and the controller across a variety of scenarios defined in the Open Scenario file 

format. This setup enables a comprehensive virtual testing environment, allowing for the 

realistic replication of diverse driving situations and conditions. The closed-loop system 

ensures that the vehicle’s responses to different inputs and scenarios are continuously fed 

back into the simulation, providing a dynamic and interactive testing platform. 

This detailed setup allows engineers to test and validate the performance of the vehicle’s 

control systems in a controlled and repeatable manner, ensuring that the vehicle can handle 

a wide range of driving scenarios safely and effectively. 

3.4.1.2 Proving ground and real-world testing 

To test safety-critical scenarios in the field of testing ADAS and AD systems multiple test tools 

can be used nowadays. These tools include targets in the form of vehicles and vulnerable 

road users (VRUs) which represent the physical and optical properties of these objects (see 

Figure 30 and Figure 31). An advantage of these targets is that they are impactable with the 

vehicle under test (VUT), easy to rebuild after a crash and don’t damage the VUT. Self-driving 

propulsion systems are used to drive the targets and synchronize their position with the VUT. 

In order to ensure a high level of position accuracy, inertial measurement systems (IMUs) are 

used, which are installed in all objects involved in the test (VUT and targets). In combination 

with a Differential Global Navigation Satellite System (D-GNSS), accuracies in the range of a 

few centimetres can be achieved. A network including a WiFi mesh is built up to ensure a 

constant data flow between all objects included in a test (see Figure 29). 

For the test execution, reference is made below to the test procedures in UN Regulation No. 

157 (R157 - Automated Lane Keeping System) from 2021, on which Use Case 2.1 (TJA) with 

the restriction to maximum vehicle speeds of up to 60 km/h is based. In the amended version 



 

D7.2_Safety-assurance-framework-demonstration-instances-design | 70 

of R157 from 2022, the maximum vehicle speed during an activated ALKS manoeuvre was 

increased to 130 km/h.  

Figure 29: Network and Connection setup for Test Track testing with a VUT, a dummy or target vehicle and a 

control station 

 

Figure 30: Proving ground testing setup with VUT, Motorcycle and Pedestrian Dummy in a blocked lane scenario 

 

Figure 31: Proving ground testing setup with VUT and Car Target in a cut-in scenario 

As a test environment, a proving ground is chosen to evaluate the safety critical test scenarios 

in a safe and isolated area. To ensure safety during the test execution and to have enough 

space to stage the scenarios a vehicle dynamic area is chosen as an appropriate area on the 

test track. To provide a realistic scenario within the ODD of the TJA/ALKS system lane 

markings are required on the proving ground. If a test organisation or regulator will test these 

systems independent from the OEM (e.g. consumer protection or market surveillance of a 

regulator) they can’t test the full functionality of these systems on a test track due to the 
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limitation called “Geofencing”. This means that the ODD of most of the systems from SAE L3 

on or higher (including SAE L2 with hands-off functionality) is limited to specific road types 

(e.g. highways) and the system can’t be activated in restriction areas, such as construction 

sites. 

To validate the performance seen on the test track and test the full functionality of the system 

additional tests on real roads can be carried out. To ensure safety during these real road drives 

can only be executed in a safe uncritically range of test parameters. For this, a test setup with 

two cars (VUT and a target vehicle) will be evaluated in the Sunrise project (see Figure 32). 

The VUT (ego) and the second vehicle (target) will be equipped with measurement equipment 

that records their individual position data and in addition the relative data between these two 

vehicles. 

 

Figure 32: Test setup for real road drives with two real cars and network connection for relative data calculation 

In terms of SUNRISE UC 2.1 the two-step approach taken from the EU regulation No. 157 

(ALKS) will be followed: First safety backup tests on a test track and after that testing on real 

roads.  

Outcomes of the physical testing will be the demonstration of the toolchain of test tools (e.g. 

targets) and measurement devices for the execution of proving ground and real-world testing 

of the test scenarios of UC 2.1. For the test evaluation, the relevant KPIs and metrics defined 

in D7.1 [1] are calculated and evaluated. External requirements from the EU regulation are 

taken into account in order to demonstrate the “Decide” block from the SAF.  

3.4.2 Covered aspects of the SAF 

 
The table below shows the contributions to the SAF block validation per partner for UC2.1. 
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Table 6: Contributions to the SAF validation per Partner in UC2.1 

Partner/ Block AVL BASt CAF TNO UoW 

SUNRISE DF    x x 

Query & 

Concretise 

x     

Allocate  x     

Execute x x x   

Test Evaluate x x    

Coverage      

Decide  x    

 

SUNRISE DF 

The function of the federated layer in this context is to allow for queried scenarios to be 

selected for testing, which have been requested and verified as provided in the correct format. 

The federated layer is not developed at this stage. The scenarios provided by TNO and UoW 

mimic the use of the federated layer in that the requirements for the scenarios were 

established in the SUNRISE deliverable D7.1 [1] and queried to meet said requirements. The 

format of the scenarios from both TNO and UoW, is consistent as OpenSCENARIO 1.0 and 

OpenDRIVE files. Due to the state of readiness of the Federated DF, the scenarios were 

created outside but will be validated by a series of queries to the DF and subsequent analysis 

to ensure they align. 

TNO: TNO hosts an online SCDB (Streetwise) which will be queried based on the 

requirements of the use case set out by T7.1 for UC 2.1 by the federated layer. 

UoW: UoW hosts a SCDB (Safety PoolTM) which will be queried based on the requirements 

of the use case set out by T7.1 for UC 2.1 by the federated layer. 

Query & Concretise 

A selection of logical scenarios including parameter ranges were created in deliverable D7.1 

[1]. Those scenarios will be processed to provide concrete scenarios by query & concretise 

block, and already prepared concrete scenarios from Safety Pool will be quired and forwarded 

to allocation block.  
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AVL: AVL and AVL TR will contribute to the validation of the Query & Concretise block by 

creating concrete scenarios from logical scenarios by using the methodology described in 

deliverable D3.4. 

Allocate 

Initial allocation will be done by using the process provided by deliverable D3.3 [5]. To validate 

this allocation decision-making process, a specific scenario from UC 2.1 is chosen and 

compared with different test capabilities on virtual environments and proving ground tests. 

Also, the allocation for the scenarios will be done, based on the needed fidelity level. This 

means, that for low-fidelity testing, using the virtual simulation approach will be sufficient and 

for high-fidelity testing proving ground tests will be needed. 

AVL: AVL and AVL TR will allocate concrete scenarios to test instances as described in D3.3 

[5] to validate defined scenarios in D7.1 [1]. Selected scenarios from the simulation, which are 

validated, then will be executed in the proving ground.  

Execute 

Tests will be performed as virtual tests and physical tests. For virtual testing efficient 

orchestration requires test scenarios to be machine readable, i.e., by using OpenSCENARIO 

format. All data that is needed to evaluate the validity and results of tests will be collected 

automatically. For physical testing a concrete test scenario definition is needed that provides 

relevant information to synchronize the state-of-the-art test tools for ADAS- and AD-testing 

(e.g. targets with propulsion systems) with the VUT. For example, tolerances of measurement 

devices and technical limits of propulsion systems for targets have to be taken into account. 

It will be demonstrated what measurement devices are needed to collect all relevant data 

channels for further analysis in the section “Test Evaluate” with regard to the defined 

KPIs/metrics in D7.1 [1]. The generated test results must fit the output of the block called “ODD 

& Behaviour, External Requirements, Test Objectives”. 

AVL: AVL and AVL TR will demonstrate automated scenario executions in the simulation 

toolchain. Additionally, results will be used for the KPI calculations and test reports.  

BASt: BASt will demonstrate the execution of physical test runs in a black-box approach 

(based on the outcomes of T4.6), like it will be done by consumer testing or market 

surveillance of a regulator using the Sunrise SAF. 

CAF: CAF will develop the System under Test (SUT) and support the integration of the System 

into the virtual testing environment. This doesn’t validate the UC, but rather enables AVL’s 

activities. 

Test Evaluate 

Based on the outcomes of the test execution the test results for virtual and physical testing 

will be evaluated regarding the validation metrics from the upcoming deliverable D3.5 and 

KPIs defined in D7.1 [1]. Based on the evaluation results which will be returned to the SAF, 
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test cases will be re-allocated or scenarios with updated parameters by using methods in D3.3 

[5] will be tested. 

AVL: AVL will use KPIs, defined in D7.1 [1] and D3.2 [3], KPI calculation scripts and test report 

templates will be prepared for both simulation and proving ground test results evaluations. 

BASt: BASt will evaluate the test data after test execution by taking into account the 

metrics/KPIs defined in D7.1 [1] and T3.5. 

Decide 

To evaluate the performance of the system in the TJA Use Case, the SUNRISE Task 3.5 will 

provide pass/fail criteria. These assessment criteria are KPIs, metrics and other requirements. 

In the EU regulation R157, on which UC 2.1 is based, the requirements are openly formulated 

(e.g. system must stick to the traffic rules and avoid collisions up to a specific TTC). The SAF 

will specify concrete evaluation metrics related to the defined test scenarios and based on the 

general requirements from the regulations. 

BASt: BASt will validate the “Decide”-block after the evaluation of the test results by taking 

into account external requirements from the EU R157, on which UC2.1 is based. 

3.5 Use case 3.1: Highway AD validation – Map based 
perception & decision making 

Use Case 3.1 involves testing the SUNRISE SAF with map-based AD functions for highway 

scenarios. The systems under test will include an advanced ACC/HWP designed to control 

longitudinal dynamics based on HD map data and onboard sensors.  

There are two defined functional scenarios: adapting speed to varying speed limits and varying 

road curvature, using information from sensors and maps. A third functional scenario, green 

driving on slopes, initially proposed in SUNRISE deliverable D7.1 [1], has been dismissed.  

This Use Case involves the following partners: 

UNITN will conduct simulations in the IPG CarMaker environment using a model of the 

systems under test. Map data will be provided to the self-driving agent by the host CarMaker 

environment, and speed limit signs can also be encoded. 

IDI will contribute by validating the systems by conducting comprehensive tests at a proving 

ground. This involves not only designing and integrating all the autonomous system software 

and hardware but also incorporating the specified use cases. The integration process will 

ensure that all components work together, meeting the requirements for the use case. Once 

the systems are fully integrated, IDI will execute these test cases in a controlled environment 

at the proving ground. 

IDI DE will conduct simulations in the MATHWORKS Automated Driving Toolbox environment. 

Map data will be extracted from the ASAM OpenDRIVE road network files and provided as 

ground-truth information to the map-based HWP implemented as MATHWORKS Simulink 
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model. The University of Warwick performed scenario generation for the use case. This 

generation was based on the four functional scenarios specified in Deliverable D7.1 [1], 

defining the use-case. These scenarios were created in WMGs SDL level 2 and translated 

into ASAM OpenSCENARIO for execution in simulation environments, XOSC and XODR files 

are generated for these scenarios. 

ika is responsible for implementing the parameter sampling strategies developed within the 

SUNRISE project to facilitate testing in this use case. This includes both the generation of an 

initial parameter set and the development of a methodology for optimizing samples within the 

parameter space, taking into account the scenarios generated by UoW. Additionally, ika 

supports IDI in integrating sensor models into the simulation toolchain. 

3.5.1 Setup 

3.5.1.1 Virtual testing 

Virtual testing is carried out by UNITN and IDI DE. 

UNITN will use the IPG CarMaker environment described in deliverable D4.3 [9], section 2 

(2.1.4 for the test case manager, 2.2.4 for the environment, 2.3.5 for the test vehicle, 2.4.2 for 

the traffic agents). 

IDI DE will use ASAM OpenSCENARIO files containing the scenarios linked to the road 

network files implemented in ASAM OpenDRIVE format containing the map information. 

Esmini will be used as a scenario player to provide the trajectories to the MATLAB Automated 

Driving Toolbox simulation. The map data will be extracted from the OpenDRIVE files and 

provided to the SUT. The scenarios will be parameterised via Python scripts doing the 

sampling and exported into OpenDRIVE/OpenSCENARIO format by making use of the Python 

library scenario generation. 

3.5.1.2 Proving ground testing 

IDI will conduct tests at the proving grounds located in specialized facilities at IDIADA 

Headquarters in Spain. For safety and testing purposes, this will be an isolated area, equipped 

with all the necessary elements to conduct the tests, such as traffic signs and other vehicles. 

These tests will focus on executing the scenarios described in the deliverable D7.1 [1], 

including adapting speed according to the new speed limit and modifying velocity in response 

to road curvature. 
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Figure 33: Specialized ADAS Proving Ground used for Use Case 3.1 and 3.2 (IDI) 

The primary objective of these tests is to correlate simulations with real-world data and to 

parameterize the results for detailed analysis, leading to clear conclusions. Additionally, the 

tests will be designed to demonstrate that the vehicle's safety is enhanced when it receives 

and understands information from maps, including the characteristics of events depicted on 

those maps. 

Furthermore, IDI will employ internal control and perception algorithms to maintain complete 

control over the tests, ensuring the reliability of conclusions and the extraction of all necessary 

data. 

The autonomous driving prototype used by IDI will be equipped with a perception system that 

includes cameras and RADARs. Additionally, the vehicle will feature a comprehensive 

autonomous driving pipeline, incorporating sensor fusion, planning, localization, and control 

algorithms, all implemented using MATHWORKS tools and deployed in rapid control 

prototyping devices such as Speedgoat. It will also be outfitted with IMUs, GPS, and other 

sensors to collect the necessary data for the test cases. 

For safety reasons, an authorized driver will be present in all vehicles participating in the test 

cases, ready to stop the testing at any moment if required. 

3.5.2 Covered aspects of the SAF 

The ODD and the two functional scenarios are defined in SUNRISE deliverable D7.1 [1]. The 

table below shows the contributions to the SAF block validation per partner for UC3.1. 

Table 7: Contributions to the SAF validation per Partner in UC3.1 

Partner/ Block IDI ika UNITN UoW 

SUNRISE DF    x 
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Query & 

Concretise 

 x x  

Allocate x x x  

Execute x x x  

Test Evaluate x  x  

Coverage x x* x  

Decide x  x  

*only parameter space coverage 

SUNRISE DF 

UoW (WMG) will provide scenarios tailored to the requirements of the UC and provide them 

in the required common format for execution, except for V2X elements which are not 

supported directly in ASAM OpenSCENARIO. Despite the scenarios being created before the 

deployment of the Federated DF, UoW will validate the scenarios as though they were output 

from the Federated DF. UoW will test several queries based on different ODDs and analyse 

whether the logical scenarios used in this use case (and their parameter ranges) match the 

ODDs and the expectations of the experts (know the content of the SCDB as host).  

Query & Concretise 

Queries will be created to search for scenarios via the federated SCDB. The suggested 

scenarios will be compared to the ones defined by the experts in WP7.  

Most of the scenarios and ranges are coming from UoW, the bulk of the scenarios come from 

translations of the abstract scenarios defined as ‘key’ in the D7.1 [1] report. Whilst the 

provision of scenarios from an existing database such as Safety PoolTM would provide real 

measurement data, the novelty of the map data described in the use case prevented this. The 

scenario subspace generation methodology is in progress and will be provided by ika. The UC 

will test the completeness by checking whether the concrete scenarios missed any critical 

case (this is done by sampling the parameter space with many new randomly generated 

samples to verify that nothing was missed). The efficiency of the concrete scenarios will be 

tested by UNITN with a ML surrogate and bootstrapping aggregation method (this is done by 

comparing the number of concrete scenarios to the minimum number that still captures all the 

important features). Additionally, the obtained behaviours of participants and the quantities 

that must be measured can be checked for completeness. 

ika: ika generates concrete scenarios for simulation based on the methodology developed in 

WP3. The case generation process requires input from the query process, which will be 
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validated against the criteria outlined in Chapter 2 for the logical scenarios defined in the use 

case. Additionally, the sampling methodology will be evaluated by assessing how well the 

parameter space is covered by the KPIs specified in the use case. 

UNITN: UNITN will compare logical scenarios from the use case to internally defined 

scenarios. 

Allocate 

The UC will use the test instance allocation from the SAF following the allocation process from 

Deliverable D3.3 [5]. This step will show whether each test run can be allocated to the virtual 

simulation test instances. In the second step, a few cases will be reallocated to physical testing 

following the initial allocation process or after execution and test case validation of the re-

allocation process from Deliverable D3.5. 

IDI: IDI will apply the initial allocation process in chapters 3 and 4 of Deliverable D3.3 [5] and 

validate the test cases according to the upcoming Deliverable D3.5. Virtual simulation and 

proving ground testing will be used as test instances to validate the allocation. It will be verified 

that test cases can be allocated to test instances and checked whether the initial allocation 

indicates test instances of unexpected high fidelity. Potential reallocation will be applied 

according to Deliverable D3.5. 

ika: ika supports the allocation validation of our use case partners by providing the connection 

to the development in WP3. 

UNITN:  UNITN conducts the cases that are assigned to simulations. By evaluating whether 

the simulations successfully generated accurate evaluation metrics, one can determine 

whether the simulation test instances were appropriate or if the allocation block should have 

indicated test instances with higher fidelity. 

Execute 

The SAF will provide the test objectives that will be compared to expert definitions in WP7 

(KPI, metrics and purpose of testing), behaviours (e.g., what might be the misbehaviour of 

violating pedestrian and car) or other requirements. Execution will quantify the provided 

metrics. After executing the concrete test scenarios on the allocated test instance, it will be 

checked whether the metrics needed in the following blocks Test Evaluate and Decide can be 

computed from the obtained log and result data. In case of missing data (e.g., a failed 

simulation), the block which causes the problem will be identified. 

IDI: IDI-DE will run the simulations using the framework described in section 3.5.1.1 and IDI 

will conduct proving ground testing as described in section 3.5.1.2. It will be reported whether 

each concrete scenario was executed correctly and the information needed in the following 

blocks, Test Evaluate and Decide, is available. In case of missing data (e.g., a failed 

simulation), the block which causes the problem will be identified. 

ika:  ika supports partners in the validation of the sensor models. For the validation, the sensor 

information from real-world tests is compared to the simulated sensor output. 
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UNITN: UNITN runs the simulations and reports whether each concrete scenario was correctly 

executed or if it was not completed and why. 

Coverage 

The UC will test the coverage of the parameter space by sampling the parameter space with 

many randomly generated samples in addition to those provided by the SAF. An alternative 

approach consists of creating an approximant function with known uncertainty (via 

bootstrapping) and using it for comparison with the coverage analysis made in SUNRISE 

workflow. Coverage will be repeated after successive iterations that may be created by the 

SAF. 

IDI: IDI and IDI-DE will provide their results from virtual simulations and proving ground testing 

to ika and UNITN for validation of the coverage. 

Ika: evaluates the coverage of cases within the parameter space required for the 

methodology. By comparing the results against simulations and real-world testing, we validate 

that the surrogate model, which generates the test cases, effectively approximates the 

underlying distributions of the KPIs across the parameter space. However, this validation only 

addresses part of the coverage block, as scenario coverage cannot be assessed. 

UNITN: UNITN cross checks SAF coverage from ika with the bootstrapping aggregation 

methods mentioned above, in query and concretize. 

Test Evaluate 

The tests from virtual simulations and on the proving ground will be evaluated for the safety 

performance of the SUT. This evaluation will be based on the metrics provided by the SAF's 

"Query & Concretise" block and checked for sufficient information for a safety assessment. 

Finally, the test evaluation will be compared to the expert's judgement. 

IDI: For each concrete scenario executed in virtual simulation or on proving ground, the 

metrics from the SAF for evaluating the safety performance of the HWP and the validity of the 

test runs will be returned. In case a metric cannot be calculated, the block which causes the 

problem will be identified. Based on experience, it will be checked whether the metrics from 

the SAF are appropriate for measuring the safety performance of the HWP and the validity of 

the test run. 

UNITN: UNITN returns the performance indicators per concrete scenario and compares the 

SAF evaluations by ika with internal evaluations. 

Decide 

The guidelines in upcoming Deliverable D2.3 for a final pass/fail safety evaluation (or pass 

conditioned to restricted subsets of the parameter space) will be followed. These guidelines 

and the result will be checked for plausibility and feasibility. 
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UNITN:  UNITN will seek to falsify the SAF decision with one of the following methods: a) new 

independent test samples (either in the parameter space or with new parameters that were 

not considered in the logical scenario), b) with a surrogate ML model (bootstrapping 

aggregation method) of the test results across the logical scenario (as in UNITN’s paper under 

review)  

IDI: IDI will follow the guidelines in the upcoming Deliverable D2.3 to derive a safety evaluation 

of the HWP from the SAF. Based on experience, these guidelines and the result will be 

checked for plausibility and feasibility. 

 

3.5.3 Deviations from D7.1 

After CRF withdrawal the same SUT for virtual simulations and physical testing holds for the 

system of IDI. In the other cases, the physical and simulated systems are different. However, 

since they must be acceptable for humans, they must be compatible and could be loosely 

compared against naturalistic driving criteria. Additionally, as mentioned in the introduction 

before the third scenario for green speed adaptation to slight road slopes has been dismissed 

for this Use Case 3.1. 

3.6 Use case 3.2: Highway AD validation – Cooperative 
perception & decision making & control 

The main aim of sub-UC 3.2 will be to demonstrate how safety could be improved on 

motorways by including cooperative functions in the HWP system. One example of this HWP 

functionality is the leveraging and upgrading of the driver assistance functionality developed 

previously in C-ACC from sub-UC 1.2.  

The main functionality of an HWP or ALKS responsible for longitudinal control and therefore 

for safety is the ACC system which automatically adjusts the vehicle speed to maintain a safe 

distance from a vehicle ahead. V2V enables the extension to C-ACC concept thanks to 

additional information obtained from connected vehicles ahead. The system shall be capable 

of communicating with other road users using V2X messages (e.g., CAM or DENM) for 

cooperative perception and sharing its perception or map information with others as well.  

C-ACC is a driver assistance system implemented on top of ACC, it may be combined with 

other functionalities such as FCW (Forward Collision Warning), EEBL (Emergency Electronic 

Brake Light) for increased safety. It receives information from different sources, onboard and 

through connection, about objects surrounding the vehicle and road features.  

Today there are projects like MuCCA where cooperative manoeuvres using V2V 

communication have been demonstrated on proving grounds by the usage of a few scenarios 

defined by experts. Furthermore, there are projects like the EU-funded research project 5G-

CARMEN (5G for Connected and Automated Road Mobility in the European UnioN) [10], 

where cooperative manoeuvres using V2X communication have been demonstrated in 

specific cross-border scenarios on public roads along the highway corridor Munich-Bologna 
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with the goal, defined by experts, to test the continuity of 5G services for CCAMs and to 

measure 5G KPIs for automated driving. 

As can be seen, the demonstration of the effectiveness of V2X communication in cooperative 

manoeuvres has been limited to specific scenarios defined by experts and mostly related to 

the operability analysis of connectivity services. Therefore, the goal is to go beyond the defined 

limitations regarding the scenarios and the connectivity studies. In fact, by applying the 

SUNRISE SAF, the ODD coverage can be demonstrated, not spatially or functionally to 

specific operating fields and conditions. This is possible by taking advantage of different virtual 

validations, e.g., usage of extended realistic scenarios where cooperative manoeuvres 

between agents can be proven by variating all the interesting parameters, even in corner 

cases or in safety-critical conditions. After extensive virtual tests demonstrating the virtual 

ODD coverage, the designed cooperative functions can be proven in real-world scenarios 

regarding the main identified use cases and parameters, in order to provide a sufficient test 

coverage of the ODD. 

3.6.1 Setup 

Use Case 3.2 involves testing the SUNRISE SAF with cooperative AD functions in highway 

scenarios. The systems being tested will include an advanced Adaptive Cruise Control (ACC) 

with Vehicle-to-Everything (V2X) communication, such as Cooperative Awareness Message 

(CAM) data from other vehicles, which is expected to control the longitudinal dynamics. 

There are four defined functional scenarios:  

a) ACC adapting speed to hidden leading vehicles, 

b) ACC adapting to hidden decelerating vehicles, 

c) ACC anticipating cut-in cooperative vehicles, and 

d) ACC reacting to the loss of control (ESC/ABS) of a leading vehicle. 

This Use Case involves the following partners: 

UNITN will conduct simulations in the IPG CarMaker environment using a model of the 

systems under test. V2V communication will be simulated via SimNet, which is a CarMaker 

add-on that allows for multi-agent simulations. 

IDI will contribute by validating the systems and conducting comprehensive tests at a proving 

ground. This involves not only designing and integrating all the autonomous system software 

and hardware but also incorporating the specified use cases. The integration process will 

ensure that all components work together, meeting the requirements for the use cases. Once 

the systems are fully integrated, IDI will execute these use cases in a controlled environment 

at the proving ground. 

IDI DE will conduct simulations in the MATHWORKS Automated Driving Toolbox environment. 

For the V2V communication, the models of the Automated Driving Toolbox will be adapted in 
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order to exchange the same messages as real prototype vehicles following the ETSI 

standards for communication. The University of Warwick performed scenario generation for 

the use case. This generation was based on the four defined functional scenarios above. 

These scenarios were created in UoWs SDL level 2 due to its capability to describe V2X 

communications in scenarios. These messages and capabilities are not currently translatable 

into ASAM OpenSCENARIO for execution in simulation environments, XOSC and XODR files 

are generated for these scenarios using a conversion toolchain that ignores the V2X elements 

that are not currently translatable.  

The activities of ika in this use case mirror the on in use case 3.1. ika is responsible for 

implementing the parameter sampling strategies developed within the SUNRISE project to 

facilitate testing in this use case. This includes both the generation of an initial parameter set 

and the development of a methodology for optimizing samples within the parameter space, 

taking into account the scenarios generated by UoW. Additionally, ika supports IDI in 

integrating sensor models into the simulation toolchain. 

3.6.1.1 Virtual testing 

Virtual testing is carried out by UNITN and IDI / IDI DE. 

UNITN will use the IPG CarMaker environment described in deliverable D4.3 [9], section 2 

(2.1.4 for test case manager, 2.2.4 for the environment, 2.3.5 for the test vehicle, 2.4.2 for the 

traffic agents, 2.5.1 for connectivity). 

IDI DE will use ASAM OpenSCENARIO files containing the scenarios linked to the road 

network files implemented in ASAM OpenDRIVE format. The OpenSCENARIO files will also 

contain the V2X messaging information (e.g. message type, content, times) by making use of 

“UserDefinedActions”. This incorporation will be manually done for the scenarios provided by 

UoW based on the information provided in the SDL files or the whole SDL scenarios from 

UoW will be reimplemented in scenariogeneration python module to generate XOSC. Esmini 

will be used as a scenario player to provide the trajectories to the MATLAB Automated Driving 

Toolbox simulation. An additional Python script will be used to extract the V2X information 

from OpenSCENARIO and will be provided to the MATHWORKS simulation, too. The 

connectivity part will be implemented in the MATHWORKS Simulink model making use of 

models for sender and receiver as part of the Automated Driving Toolbox which will be adapted 

according to the Connectivity strategy that will be used for the prototype vehicle. The scenarios 

will be sampled and parameterised via Python scripts and exported into 

OpenSCENARIO/OpenDRIVE by making use of the Python library scenariogeneration. 

3.6.1.2 Proving ground testing 

IDI will conduct tests at the proving grounds located in specialized facilities at the IDIADA 

Headquarters in Spain. For safety and testing purposes, this will be an isolated area, equipped 

with all the necessary elements such as traffic signs and other vehicles to facilitate the tests. 

These tests will focus on executing the scenarios described in SUNRISE deliverable D7.1 [1], 

including cooperative ACC, deceleration of the vehicle in front, cut-in into the ego vehicle's 

lane, and vehicle control loss. 
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The primary objective of these tests is to correlate simulations with real-world data and to 

parameterize the results for detailed analysis, leading to clear conclusions. Additionally, the 

tests will be designed to demonstrate that overall road safety is enhanced when vehicles share 

information, communicate with each other, and utilize cooperative functions. 

Furthermore, IDI will employ internal communication, control, and perception algorithms to 

maintain complete control over the tests, ensuring the reliability of conclusions and the 

extraction of all necessary data. 

The autonomous driving prototype used by IDI will be equipped with a perception system that 

includes cameras and RADARs. Additionally, the vehicle will feature a comprehensive 

autonomous driving pipeline, incorporating sensor fusion, planning, localization, and control 

algorithms, all implemented using MATHWORKS tools and deployed in a rapid control 

prototyping device such as Speedgoat. It will also be outfitted with IMUs, GPS, and other 

sensors to collect the necessary data for the test cases. 

The prototypes that do not manoeuvre using autonomous algorithms but participate in the use 

cases will be equipped to communicate with the autonomous prototype, although they will be 

fully driven by a driver. 

For safety reasons, an authorized driver will be present in all vehicles participating in the use 

cases, ready to stop the testing at any moment if required. 

3.6.2 Covered aspects of the SAF 

The ODD and the functional scenarios are defined in SUNRISE deliverable D7.1 [1]. The table 

below shows the contributions to the SAF block validation per partner for UC3.2. 

Table 8: Contributions to the SAF validation per Partner in UC3.2 

Partner/ 

Block 

IDI ika UNITN UoW 

SUNRISE 

DF 

   x 

Query & 

Concretise 

 x x  

Allocate x x x  

Execute x x x - 

Test 

Evaluate 

x  x - 
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Coverage x x* x - 

Decide x - x - 

*only parameter space coverage 

SUNRISE DF 

UoW (WMG) will provide scenarios tailored to the requirements of the UC and provide them 

in the required common format for execution, with the exception of V2X elements which are 

not supported directly in ASAM OpenSCENARIO. As for use case 3.1 above the UoW created 

the scenarios for use in testing when the federated DF was not available for use. UoW will 

validate the Federated DF by testing several queries based on different ODDs and analysing 

if the logical scenarios provided for the use case as an outcome (and their parameter ranges) 

match the ODDs and the expectations of the experts (know the content of the SCDB as host) 

for the scenarios provided.  

Query & Concretise 

Queries will be created to search for scenarios via the federated SCDB. The suggested 

scenarios will be compared to the ones defined by the experts in WP7.  

Most of the scenarios and ranges are coming from UoW, the bulk of the scenarios come from 

translations of the abstract scenarios defined as ‘key’ in the D7.1 [1] report. Whilst 

the provision of scenarios from an existing database such as Safety PoolTM would provide real 

measurement data, the novelty of the communications described in the use case prevented 

this. The scenario subspace methodology is in progress and will be provided by ika. The UC 

will test the completeness by checking whether the concrete scenarios missed any critical 

case (this is done by sampling the parameter space with many new randomly generated 

samples to verify that nothing was missed). The efficiency of the concrete scenarios will be 

tested by UNITN with a ML surrogate model and bootstrapping aggregation method (this is 

done by comparing the number of concrete scenarios to the minimum number that still 

captures all the important features). Additionally, the obtained behaviours of participants and 

the quantities that must be measured can be checked for completeness. 

ika: ika generates concrete scenarios for simulation based on the methodology developed in 

WP3. The case generation process requires input from the query process, which will be 

validated against the criteria outlined in Chapter 2 for the logical scenarios defined in the use 

case. Additionally, the sampling methodology will be evaluated by assessing how well the 

parameter space is covered by the KPIs specified in the use case. 

UNITN: UNITN will compare logical scenarios from the use case to internally defined 

scenarios. 

Allocate 
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The UC will use the test instance allocation from the SAF following the allocation process from 

Deliverable D3.3 [5].  This step will show whether each test run can be allocated to the virtual 

simulation test instances. In the second step, a few cases will be reallocated to physical testing 

following the initial allocation process or after execution and test case validation of the re-

allocation process from Deliverable D3.5. 

ika:  ika supports the allocation validation of our use case partners by providing the connection 

to the development in WP3. 

UNITN:  UNITN conducts the cases that are assigned to simulations. By evaluating whether 

the simulations successfully generated accurate evaluation metrics, one can determine 

whether the simulation test instances were appropriate or if the allocation block should have 

indicated test instances with higher fidelity. 

IDI: IDI will apply the initial allocation process in chapters 3 and 4 of Deliverable D3.3 [5] and 

validate the test cases according to the upcoming Deliverable D3.5. Virtual simulation and 

proving ground testing will be used as test instances to validate the allocation. It will be verified 

that test cases can be allocated to test instances and checked whether the initial allocation 

indicates test instances of unexpected high fidelity. Potential reallocation will be applied 

according to Deliverable D3.5. 

Execute 

The SAF will provide the test objectives that will be compared to expert definitions in WP7 

(KPI, metrics and purpose of testing), behaviours (e.g., what might be the misbehaviour of 

violating pedestrian and car) and any other requirements. Execution will quantify the provided 

metrics. After executing the concrete test scenarios on the allocated test instance, it will be 

checked whether the metrics needed in the following blocks Test Evaluate and Decide can be 

computed from the obtained log and result data. In case of missing data (e.g., a failed 

simulation), the block which causes the problem will be identified. 

IDI: IDI-DE will run the simulations using the framework described in section 3.6.1.1  and IDI 

will conduct proving ground testing as described in section 3.6.1.2. It will be reported whether 

each concrete scenario was executed correctly and the information needed in the following 

blocks, Test Evaluate and Decide, is available. In case of missing data (e.g., a failed 

simulation), the block which causes the problem will be identified. 

ika: ika supports partners in the validation of the sensor models. For the validation, the sensor 

information from real-world tests is compared to the simulated sensor output. 

UNITN: UNITN runs the simulations and reports whether each concrete scenario was correctly 

executed or if it was not completed and why. 

Coverage 

The UC will test the coverage of the parameter space by sampling the parameter space with 

many randomly generated samples in addition to those provided by the SAF. An alternative 

approach consists of creating an approximant function with known uncertainty (via 
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bootstrapping) and using it for comparison with the coverage analysis made in SUNRISE 

workflow. Coverage will be repeated after successive iterations that may be created by the 

SAF. 

IDI: IDI and IDI-DE will provide their results from virtual simulations and proving ground testing 

to ika and UNITN for validation of the coverage. 

ika: evaluates the coverage of cases within the parameter space required for the 

methodology. By comparing the results against simulations and real-world testing, we validate 

that the surrogate model, which generates the test cases, effectively approximates the 

underlying distributions of the KPIs across the parameter space. However, this validation only 

addresses part of the coverage block, as scenario coverage cannot be assessed. 

UNITN: Compare SAF coverage with the ML bootstrapping aggregation method mentioned in 

UC3.1 (section 3.5.2). 

Test Evaluate 

The tests from virtual simulations and on the proving ground will be evaluated for the safety 

performance of the SUT. This evaluation will be based on the metrics provided by the SAF's 

"Query & Concretise" block and checked for sufficient information for a safety assessment. 

Finally, the test evaluation will be compared to the expert's judgement. 

UNITN: UNITN returns the performance indicators per concrete scenario and compares ika 

evaluations based on SAF with internal evaluations. 

IDI: For each concrete scenario executed in virtual simulation or on proving ground, the 

metrics from the SAF for evaluating the safety performance of the HWP and the validity of the 

test runs will be returned. In case a metric cannot be calculated, the block which causes the 

problem will be identified. Based on experience, it will be checked whether the metrics from 

the SAF are appropriate for measuring the safety performance of the HWP and the validity of 

the test run. 

Decide 

The guidelines in upcoming Deliverable D2.3 for a final pass/fail safety evaluation (or pass 

conditioned to restricted subsets of the parameter space) will be followed. These guidelines 

and the result will be checked for plausibility and feasibility. 

UNITN:  UNITN will seek to falsify the SAF decision with one of the following methods: a) new 

independent test samples (either in the parameter space or with new parameters that were 

not considered in the logical scenario), b) with a surrogate ML model (bootstrapping 

aggregation method) of the test results across the logical scenario (as in UNITN’s paper under 

review) 

IDI: IDI will follow the guidelines in the upcoming Deliverable D2.3 to derive a safety evaluation 

of the HWP from the SAF. Based on experience, these guidelines and the result will be 

checked for plausibility and feasibility. 
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3.6.3 Deviations from D7.1 

After CRF withdrawal the same SUT for virtual simulations and physical testing holds for the 

system of IDI. Additionally, IDI will not perform the fourth scenario for the Use Case 3.2 

mentioned in D7.1 [1] which is the “loss of control” scenario. In the other cases, the physical 

and simulated systems are different. However, since they must be acceptable for humans, 

they must be compatible and could be loosely compared against naturalistic driving criteria. 

3.7 Use case 4.1: Freight vehicle automated parking 
validation – Truck low-speed perception & decision 
making 

Confined areas, with perimeter protections and a reduced risk of unauthorised entry, offer the 

advantage of a well-defined ODD. These environments and highway use cases are expected 

to be among the first to support deploying highly automated (L4) heavy vehicle functions, 

aspects that make them essential to SAF validation efforts. 

The reverse parking of a truck with a semitrailer is a strong use case for validating specific 

aspects of the SAF due to the controlled environment and limited range of possible scenarios. 

Validation in such spaces benefits from lower speeds and regulated traffic conditions, although 

the presence of mixed traffic and humans introduces additional complexity [11].  

Efficient validation methods and toolchains are necessary to ensure the vehicle’s performance 

meets safety and operational standards. Infrastructure support, such as high-bandwidth, low-

latency connectivity for remote monitoring and traffic control, and precise digital mapping, are 

key enablers of the technology. 

For validation, demonstration activities are essential to showcase the utility and safety of the 

automated system in real-world logistics scenarios. The SUNRISE approach can help ensure 

compliance with regulatory standards and foster trust in automated vehicles. 

UC4.1 focuses on the reverse parking manoeuvre of a truck with a semitrailer. The idea from 

the application phase is that the sub-UC is a reverse-driving truck with a semitrailer at a logistic 

hub. Reverse parking manoeuvres for truck-trailer combinations are chalking and have been 

studied in, e.g., [12] [13] [14] [15] [16] [17]. In the TrustVehicle project, a L3 AD reverse parking 

truck and trailer combination function was developed [17] targeting the scenario breakdown 

shown in Figure 34. UC4.1 targets the left branch of this marked in nuances of green colour. 
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Figure 34: Scenario breakdown based on [17]. The grey colour is out-of-scope for sub-UC4.1. 

The authors of [17] give good motivation for the need for ADAS/AD parking functions 

summarized in the following bullets: 

• Human drivers commonly need several manoeuvres to bring the trailer in the correct 

position, either to park correctly to the dedicated slot in the docking station or to bring 

the truck in position on the construction site. 

• For both docking station scenarios and construction sites, a main concern is the time 

spent to position the trailer, but especially for construction sites, is also concerned with 

surrounding traffic and other road users, such as pedestrians. 

3.7.1 Setup 

Based on the indicative test scenario described in SUNRISE deliverable D7.1 [1] three 

preliminary test set-ups have been identified with accompanying Safety Performance 

Indicators (SPIs). These are shown in Figure 35 and shortly summarized in the following 

bullets. Note that the set-ups are tentative. It should be seen as indicative and may be 

changed, e.g., sensor set-up is still to be decided, as well as the layout for the test site. 
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Figure 35: Schematic view of the test set-up connected to the select SPIs.  

• SPI 1: Docking precision 

SPI 1 evaluates the docking precision with the semitruck repeatedly starting from the 

same position. The light condition of the ODD is daylight. 

• SPI 2: Safety Zone infractions 

For SPI 2 a safety zone is added in which the truck is expected to move. The starting 

position is expected to vary, and the test evaluates whether the truck manages to stay 

inside the safety zone. The light condition of the ODD is considered optimal for the 

sensors, i.e. no functional insufficiencies. 

The complexity of the test can be increased by extending the ODD to include worse 

light conditions and evaluating how the semitruck manages to stay in the safety zone 

while dimming the light.  

• SPI 3 ODD conditions 

The intention with SPI 3 is to further evaluate variations in ODD conditions by 

introducing human beings to the test site and to further evaluate the environmental 

conditions. 

The backing function for the RISE model truck is implemented using WayWise, an open-

source rapid prototyping library for connected, autonomous vehicles developed by RISE. A 

schematic overview of the parts of the WayWise framework is shown in Figure 36. The 
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adoption of for physical testing with a model truck respectively simulation will be described in 

respectively subchapter. 

 

 

Figure 36: Illustration of the building blocks of the WayWise framework. 

There is work related to automated or assistant backing of truck–trailer systems in the 

literature. Commonly they are for low speed, assuming a simplified linear bicycle model is 

sufficient, approximating the wheels on an axis to one wheel in the middle and approximating 

multiple wheel axis to a single axis in the front and back, respectively [18] [19] [20] [21] [22] 

[23]. Further, no slip is assumed. Commonly they use vehicle position control through 

feedback of the hitch angle (see Figure 37) based on a linearized system approximation as 

the target system implemented as P or PI controllers. During the last few years, there has also 

been an interest in multi-trailer vehicles [24] [25] [26] [27] [28] [29] [16] [30] [31]. Common 

variants of the pure pursuit algorithm are used [32] for path tracking. For UC4.1, a similar 

algorithm using the Lyapunov controller [33] [34] is identified to be suitable for the backing 

function. 

 

Figure 37: Illustration of a tractor with a connected semitrailer and important angles. 
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The mathematical model of the backing algorithms together with a simplified kinematic model 

of the tractor – semitrailer has been implemented using Python and used to evaluate suitable 

algorithms. Figure 38 shows the calculated trajectories for the back wheel and the trailer in 

blue respectively back wheel of the truck in yellow while following the course in red. The 

green circle is the calculated turning radius of the trailer, and the magenta circle is the look 

ahead distance. The same colours are valid for the truck and trailer trajectories shown in 

Figure 39, but now the starting position, including headings, is randomized. In addition, 

randomized errors are added to the position, yaw and hitch values used by the path-tracking 

algorithm. 

 

Figure 38: Calculated movements of truck respectively trailer back wheels. 
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Figure 39: Calculation of trajectories out of randomized start position. 

3.7.1.1 Virtual testing 

The virtual testing is carried out by RISE using Carla combined with WayWise using the Carla 

ROS-bridge. A schematic illustration of the simulation set-up to be used is shown in Figure 

40. 
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Figure 40: Schematic view of the simulation set-up to be used for sub-UC4.1. 

The simulation set-up includes the following parts 

• Carla v0.9.15 [35] 

• Fork of Carla-ROS-bridge modified to support RISE set-up 

• ROS2 Humble [36] 

• WayWise/WayWiseR/Control Tower [37] 

• These are complemented with software for “Test orchestra” and “Data logging” 

3.7.1.2 Proving ground testing 

Most of the physical testing is intended to be performed by RISE using a model truck, while a 

minor part of testing (or demonstration) is done by Chalmers using a full-size truck. 

At the time of writing this, a specific logistic hub is not identified, but Chalmers does have 

contact with partners in other projects that hopefully can allow them to perform tests at an 

appropriate logistic hub. 
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Testing using the RISE model truck 

The RISE model truck is based on a Tamiya Scania R620 model truck in scale 1:14 combined 

with a Tamiya semitrailer model in the same scale. The model has been modified to use the 

WayWise prototyping library to control the truck. A schematic view of the architecture is shown 

in Figure 41 and the intention is to minimize the differences in the control software between the 

simulation and the physical tests. Due to limited space and capacity in the onboard computer, 

parts of the functionality are placed in the Control Tower operated on a PC. 

 

Figure 41: Schematic view of the software set-up with RISE model truck.  

Testing using Chalmers full-size truck 

Chalmers has access to a Volvo truck and a semitrailer that will be used for SUNRISE. 

However, it will only be feasible to do a few test runs in the scope of the SUNRISE project. 

Further, as no production-ready backing function is available in the Chalmers truck, the tests 

will be performed using a human driver. A large effort is needed to adapt the backing function 

to the full-size truck, and the economic and safety risks are also considered too high to use 

the demonstrator backing function developed for the RISE model truck. 

3.7.2 Covered aspects of the SAF 

The table below shows the contributions to the SAF block validation per partner for UC4.1. 

Table 9: Contributions to the SAF validation per Partner in UC4.1 

Partner/ Block CHAL RISE 

SUNRISE DF     
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Query & 

Concretise 

x x 

Allocate   x 

Execute x x 

Test Evaluate x x 

Coverage     

Decide  x x 

  

The SAF validation process connected to the use case begins with Query & Concretise, where 

test cases generated are based on full-scale truck data due to the absence of an existing 

scenario database.  

The block distributes test cases to suitable environments, with virtual simulations as the 

primary focus. Some tests are also allocated to physical testing using a model truck and, in 

specific cases, a full-size truck. Validate that pre-existing test environment capability can 

match the test environment requirements. 

During the Execution block, virtual and physical tests are carried out, with data collection to 

ensure the test validity. The Test Evaluate step focuses on confirming the validity of each test 

and determining its relevance to the safety performance indicators and the use of such in the 

SAF.  Finally, the Decide block investigates the criteria for test completion, determining when 

sufficient test coverage has been achieved to effectively evaluate the specific safety 

performance indicators. Each block contributes to systematically validating the SAF. 

Query & Concretise 

Validate that concretisation provides all the information necessary to allocate tests to an 

environment. For UC4.1, the involved partners cannot access any existing scenario database. 

That lack of a source for scenarios is substituted by access to data collection on a full-scale 

truck.  

RISE: A hypothetical query, built on the SUT, ODD, and test objectives, guides the collection 

of initial scenario data from these experiments. This data then undergoes scenario 

concretisation to ensure the generated tests are efficient and complete. Validate sufficient 

coverage of relevant test space and test coverage to be free from critical gaps within the region 

of interest or across the parameter space. Since an exhaustive search is foreseen to be 

achieved, the effectiveness of combinatorial testing can be investigated.  
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Using these concretised data, test cases are generated to evaluate safety performance 

indicators (SPIs). Each test case specifies a concrete test scenario, including inputs, 

preconditions, and expected results. CHAL will support the validation of the “Query” part in 

this block by evaluating event and manoeuvre identification approaches as potential 

instruments to partially compensate for the lack of existing scenario databases. 

CHAL: will support the validation of the “Concretisation” part in this block by evaluating the 

criteria assessing scenario data completeness, data accuracy, and absence of data corruption 

in combination with test execution (cf. below). The versioning and traceability criterion is 

planned to be assessed in collaboration with RISE during the evaluation of the block “Test 

Evaluation” for the planned test data collections. 

Allocate 

RISE: The UC4.1 will use the initial allocation of the test cases to the test instances with the 

process from D3.3 “Report on the Initial Allocation of Scenarios to Test Instances” [5].  

With two or more test instances that can execute comparable tests, evaluating the 

effectiveness of the test instances allocation is possible. 

Execute 

RISE: Tests will be performed as virtual tests (D4.4 - Harmonized V&V simulation framework 

[6]) and physical tests. Efficient orchestration requires test scenarios to be machine-readable 

and suitable for batch testing. A goal for efficiency is that the recorded data needed to evaluate 

the validity and results of tests will be collected automatically. Verifying that all results comply 

with the input required by the “Test Evaluate” and “Coverage” blocks, also confirming that data 

is free from errors related to test preparation or execution. 

CHAL will support the validation of the execution aspect in this block by planning, preparing, 

and conducting several test data collections with a real-scale truck according to the validation 

criteria as listed in Section 2.2. In particular focus are concrete aspects such as data presence, 

data synchronicity, absence of data corruption, and data completeness to meet the 

expectations for the validation of the block “Test Evaluate”. 

Test Evaluate 

RISE: UC4.1 aims firstly to evaluate the validity of the test and then the relevance of the result 

contribution to the safety performance indicators previously described and criteria from the 

upcoming deliverable D3.5. The UC will validate that it is possible to use distribution-based 

and rule-based indicators. The results must lend themselves to be returned to the SAF to be 

aggregated towards the Required test coverage.  

CHAL will support the validation for this block by extracting, analysing, and providing meta-

information about the executed tests relevant to the validity of the data. 

Decide 
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RISE: Validate the applicability of the guidelines from the upcoming Deliverable D2.3 on the 

results of the UC.  

CHAL will support the validation of the applicability of the guidelines focusing in particular on 

the evaluation of the several real test scenarios using the real-scale truck to unveil potential 

improvement aspects with the goal to incorporate the experiences from the tests. 

3.7.3 Deviations from D7.1 

The deviations from SUNRISE deliverable D7.1 [1] primarily concern the demonstration plans, 

which have been refined to be more precise and concrete. 

3.8 Use case 4.2: Freight vehicle automated parking 
validation – Truck low-speed connected perception cyber-
security 

In Use Case 4.2, the SUNRISE SAF is tested for truck low-speed connected perception cyber-

testing. The SUT is a connected perception AD subsystem that is compromised by cyber-

security threats. The main aim is to combine in a simulation environment several aspects 

simultaneously (physical environment, perception, V2X connectivity) and study the effects of 

physical or remotely executed cyber threats on collective environment awareness. 

There are two functional scenarios defined from T7.1 for assessing the connected perception 

cyber-security performance in use case 4.2. The first is the “distorted camera input” scenario, 

whereas the second one is the “CPM message attacked” scenario. 

The use case 4.2 involves the partners ICCS and RISE. ICCS will run simulations in the 

CARLA environment with a model of the SUT which is an on-board perception receiving a 

collective perception message from a static infrastructure node equipped with a camera 

sensor. CPM exchange is simulated via ns-3 simulator environment or emulated spoofed 

CPMs are created without the use of a network simulator (the focus here is not in the network 

aspects but in the content of the CP messages). On the other hand, RISE will re-use its 

controller from UC 4.1 in order to demonstrate the effect of a spoofed CPM to the truck 

planning algorithm. In addition, RISE will explore their communication-based fault and attack 

simulation engine (ComFASE) with cybersecurity jamming attacks such as barrage jamming 

and destructive interference. 

Note: The network simulation environment used by ComFASE [38] is OMNET++. However, 

since this environment is not integrated into CARLA, ICCS will explore the possibility of 

integrating this attack injection engine in CARLA to be able to perform communication-based 

attacks in the simulation environment. When it comes to modelling the impact of perception 

attacks on camera images, ICCS will also explore the possibility of using a CARLA-based fault 

and simulation engine (CarFASE) [39] developed by RISE to evaluate the test scenarios in 

the simulation environment. However, since the project focus is not merely on developing new 

co-simulation environments but contributing to the safety argumentation of complex systems, 

hence the assumed cybersecurity attacks can be also simulated in a naif way. 
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3.8.1 Setup 

3.8.1.1 Virtual testing 

In use case 4.2, virtual testing is carried out by ICCS. 

ICCS will use CARLA simulator and CARLA-network co-simulation environment as described 

in the deliverable D4.3 [9]. 

The overall ICCS co-simulation framework for the use case 4.2, as specified in SUNRISE 

deliverable D4.4 [6] (see Figure 42), serves as the foundation for conducting virtual tests, 

providing a robust and reliable platform for validating the safety of SUT through the SUNRISE 

SAF. 

 

Figure 42: ICCS co-simulation framework for UC 4.2. 

The simulation framework carried out by ICCS for use case 4.2 differs from that of use case 

1.3 on two fronts, a) it is limited to one agent (truck) and one static infrastructure node and 

focuses on parking manoeuvre, and b) it includes emulation of two types of cyber-attack on 

the sensor or V2X message level, to investigate the impact of sensor output or data 

falsification on the outcome of the manoeuvre. 

Following the above, the cybersecurity simulation will be implemented in two ways, first using 

custom camera sensor spoofing (exploiting light mechanisms inside CARLA simulator) to 

interfere with the quality of the raw sensor data, and second using CPM falsification by 

introducing ghost objects inside a CPM generated by the infrastructure node and transmitted 

to the truck. Both flows are illustrated in Figure 42 and will be investigated either separately or 

in combination. The produced CPM, raw sensor data and ground truth information will be 

logged for further processing. 

Evaluation of the full AD stack 

For evaluating the full AD stack, ICCS will use the controller for the parking manoeuvre 

implemented by RISE. Otherwise, already existing controllers available in CARLA will be used. 

The KPIs here are related to safety metrics such as time to collision etc. 
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3.8.2 Covered aspects of the SAF 

The ODD and the two functional scenarios for use case 4.2 are defined in SUNRISE 

deliverable D7.1 [1]. These are used for generating logical scenarios. The parameters and the 

ranges are defined internally by WP7. In addition, the KPIs are also defined by WP7. 

The use case 4.2 will cover the steps from the definition of logical scenarios until simulation 

validation. The table below shows the contributions to the SAF block validation per partner for 

use case 4.2. 

Table 10: Contributions to the SAF validation per Partner in UC4.2 

Partner/ Block ICCS RISE 

SUNRISE DF   

Query & 

Concretise 

x  

Allocate   

Execute x x 

Test Evaluate x x 

Coverage   

Decide   

 

Query & Concretise 

Logical scenarios were hand-written as instantiations of the functional scenarios defined in the 

SUNRISE deliverable D7.1 [1]. Parameterization of these scenarios will be applied and a few 

concrete scenarios will be created to cover a small subset of the scenario space without 

attempting to fulfil coverage requirements. This UC will not focus on coverage aspects as this 

is already covered by the work in UC1.3 (Collective Perception testing) 

Allocate 

Not supported by the pipeline. All tests are pre-allocated to a virtual environment, i.e. they will 

be performed using simulation. 

 



 

D7.2_Safety-assurance-framework-demonstration-instances-design | 100 

Execute 

Tests will be performed as virtual tests using a simulation toolchain developed around CARLA.  

All data that is needed to evaluate the validity and results of tests will be collected 

automatically. Additionally, all the tests can be run, obtaining the corresponding metrics 

related to the test objectives. 

ICCS: The simulation framework presented in Figure 42 is used to execute the scenarios and 

the validation criteria from sec. 2.2 will be applied to verify the quality of the simulation 

execution. 

Optional work item (ICCS-RISE synergy): ICCS will integrate a communication network 

simulator into Carla to be able to then run wireless communication-based cybersecurity tests 

on the truck backing function. RISE will then support ICCS in the identification and definition 

of relevant communication-based attacks such as jamming attacks for cybersecurity testing of 

the communication between the truck and the camera mounted in the logistic hub.  

RISE: A key part of this use case is the implementation of a backing function in the simulation 

environment. RISE will contribute to this use case by developing of a backing function in Carla 

for the truck (connected to a trailer). This also means that the RISE will contribute to the 

validation of the execute block by assuring that the backing function has been prepared and 

executed. Tests will be performed as detailed in D4.4 (Harmonized V&V simulation framework 

[6]). As part of this, we develop an orchestrator and set points to be used by the truck to 

perform the backing manoeuvre. The result of the test run, with respect to the backing function, 

will be logged so that the correctness of the backing function is evaluated in the Test Evaluate 

block. RISE also contributes to the validation of this block by providing a ground truth 

execution and logs to be used to check whether log data reveal any potential errors that 

occurred during test preparation or execution. 

Note that as RISE contributes to both use cases 4.1 and 4.2, we plan on exploiting the 

synergies between these two use cases and support ICCS with validation activities that are 

circled around the backing function implemented in the Carla environment. 

Test Evaluate  

ICCS & RISE: Relevant pass/fail criteria will be defined for the truck parking system by RISE 

and ICCS following guidelines from WP2.Those KPIs are automatically logged in each run 

along with some metadata which will allow to verify the results' validity through KPIs analysis 

and visual inspection of the scenario in simulation. 

3.8.3 Deviations from D7.1 

The deviations from SUNRISE deliverable D7.1 [1] concern the reduction in the size of the 

demonstration plan of use case 4.2, which is now focusing on the blocks 'Execute' and 'Test 

Evaluate' of the SAF.  
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4 CONCLUSIONS 

This deliverable builds on the use cases presented and described in SUNRISE deliverable 

D7.1 [1] and on the current status of the SUNRISE SAF, which is being developed in parallel. 

The main goal of the SUNRISE Use Cases is the validation and demonstration of the SAF 

and its blocks from the user perspective, and addressing possible errors, gaps and 

improvements to the underlying methods, tools and data. The use cases cover a wide range 

of application areas and involve a variety of different CCAM technologies in order to cover as 

wide a spectrum as possible. The aim of WP7 is not to validate the CCAM systems 

themselves.  

This document focuses on two main things. The first part (chapter 2) briefly introduces the 

SAF and its components, as deliverable D2.3 ‘Final SUNRISE safety assurance framework’ 

with a detailed description of the framework, will only be published at the end of the project. It 

also defines the criteria according to which the validation of the individual blocks of the 

SAF will be carried out. This is an important part of the overall validation of the SUNRISE 

SAF. However, it will not be possible to fully validate the SAF within SUNRISE due to the 

limited number of use cases. WP7 provides a starting point for full validation of the SAF, but 

this full validation is outside the scope of the SUNRISE project. The SAF blocks that will be 

validated are: 

SUNRISE DF 

The SUNRISE Data Framework (DF) serves as an interface between the "Store" and the 

"Query & Concretise" components of the SUNRISE SAF. Validation requirements include: 

• User authorisation for access. 

• The DF provides the expected logical scenarios with parameters and ranges or 

distributions. 

• Consistent query alignment across formats. 

Query & Concretise 

This block must provide the complete information for executing tests and collecting data for 

test evaluation. This is a big block with a number of validation requirements including: 

• Queries retrieve relevant scenario data, adhering to D5.2 and ensuring consistency, 

accuracy, reproducibility, and system resilience. 

• Concrete Scenarios entail accuracy, parameter distribution adherence, sensitivity 

analysis, parameter dependency checks, and version control. 

• Check that all specified behaviours conform to the ontology structure defined in D5.2. 

• Define a minimum rate of change in evaluation metrics between sampling points and 

validate that this rate of change is not violated. 
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• Establish a maximum rate of change in evaluation metrics between sampling points 

to avoid under-representation and validate that this rate of change is not violated. 

Allocate 

The allocation should be done by using the process and metrics of D3.3 “Report on the Initial 

Allocation of Scenarios to Test Instances” [5]. Validation requirements include: 

• Checking the process of D3.3 [5] by evaluating if the correct test instances and 

fidelities have been chosen. 

• Checking the process of the upcoming D3.5 by evaluating if the re-allocation has 

been done correctly.  

Execute 

The Execute block conducts tests in virtual, hybrid, or real-world settings. Validation 

requirements include: 

• check test preparation, execution, and data completeness. 

• Error detection during execution relies on log analysis, covering issues like simulation 

bugs or hardware errors. 

Coverage 

The coverage must provide information on the coverage of the sample points and regions 

compared to the whole parameter space of the logical scenarios from SUNRISE DF (see 

D5.3). Validation requirements include: 

• Compare the coverage of known parameter spaces to the result of the Coverage 

block. 

• Define region(s) of interest with lower density compared to other regions and check 

whether the right feedback was provided.  

Test Evaluate 

This block provides the evaluation of the safety performance of the SUT for a single test case 

and the information on the validity of the test run. 

This can be done by applying safety-related metrics to conclude the safety performance of 

the SUT for the single test case. 

Decide 

This block must provide the safety argumentation of the SUT based on the provided coverage 

information and test evaluation results. The guidelines are not available at this moment but 

will be part of D2.3. 

Chapter 2 also indicates which use cases will cover which SAF blocks (see Table 1). 

The second part of this deliverable (chapter 3) refers to the 8 use cases and describes 

their design and current development status. It looks at the current setup of the use cases 

and the plans for virtual testing, XiL testing and proving ground testing. A lot of this work is the 
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result of WP4 and its latest deliverables D4.3 (“Report on CCAM simulation tool landscape”) 

[9] and D4.4 (“Report on the Harmonised V&V Simulation Framework”) [6]. 

The use cases also go into more detail about which validation activities are planned in the 

individual SAF blocks. Each use case has a section called “Covered aspects of the SAF” in 

which all partners describe their plans to validate the individual SAF blocks. The actual 

validation of the SAF will be the content of the next deliverable D7.3. 

The partners of T7.3 and the people working on the use cases will be the main target of this 

deliverable since it gives them the ability to carry out the demonstration and validation of the 

individual blocks of the SUNRISE SAF. 
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